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**ВВЕДЕНИЕ**

В настоящее время в любых сетях используется шифрование информации для защиты от вмешательства третьих лиц. Для шифрования используются различные криптосистемы, такие как RSA. Тот факт, что задача факторизации больших чисел есть задача предполагаемой большой вычислительной сложности, лежит в основе различных криптосистем. Факторизация или разложение на множители целых чисел – одна из древнейших проблем теории чисел. Методы факторизации целых чисел затрагивают такие области математики, как теория чисел, модульная арифметика, решение матричных уравнений. В настоящей работе рассматриваются и анализируются некоторые известные методы факторизации. При решении задачи факторизации затрагивается ряд других задач, непосредственно связанных с ней, таких как тесты на простоту и генерация больших простых чисел.

Пусть число n целое и составное, под термином факторизация будем иметь в виду нахождение чисел отличных от единицы и самого числа, произведение которых будет давать нам искомое число n. В случае, когда таких чисел нет, число n будет считаться простым, имеющим в качестве делителя само себя и единицу. В данной работе будут рассмотрены алгоритмы факторизации чисел, а также теоремы и алгоритмы, необходимые для проведения факторизации чисел.

1 Модульная арифметика

Прежде чем переходить к непосредственной факторизации, стоит оговорить о некоторых понятиях, которые будут в дальнейшем использоваться в разборе принципов работы тех или иных алгоритмов.

Пусть Z обозначает множество целых чисел, а – целое число. Условие, что целое число a делится нацело на b, будем записывать через . Говорят, что два целых числа a и b сравнимы по модулю p, записывается,

если

Отношение по модулю натурального числа обладает свойствами:

1. Симметричность
2. Рефлективность
3. Транзитивность

2 ρ метод Полларда

ρ - алгоритм — предложенный Джоном Поллардом в 1975 году алгоритм, служащий для факторизации целых чисел. Данный алгоритм основывается на алгоритме Флойда поиска длины цикла в последовательности и некоторых следствиях из парадокса дней рождения. Алгоритм наиболее эффективен при факторизации составных чисел с достаточно малыми множителями в разложении. Сложность алгоритма оценивается как O(N^(1/4)).

ρ - алгоритм Полларда строит числовую последовательность, элементы которой образуют цикл, начиная с некоторого номера n, что может быть проиллюстрировано, расположением чисел в виде греческой буквы ρ, что послужило названием семейству алгоритмов.

На рисунке 2.1 приводится минимальный код, из которого состоит основной блок факторизации методом Полларда
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Рисунок 2.1 – Алгоритм Полларда

Алгоритм, реализующий данный метод состоит из следующих шагов.

1. Выбирается натуральное число x0 < n и строится последовательность чисел {xn}, n = 0, 1, 2,…, где каждое следующее число определяется по формуле xm+1 = (xm2 + 1) mod n.
2. На каждом i-м шаге вычисляется d = НОД(n, |xi - xj|), где j < i. Можно ограничиваться парами вида (xi - xj), где j = 2k, где k = 1, 2, 3, …, i [2^k + 1, 2^(k+1)].
3. Когда будет найдено d не равное 1, вычисления заканчиваются и d – делитель числа n (не обязательно простой), если n / d – составное, то можно проверить алгоритм для числа n / d.

Таким образом ρ – алгоритм Полларда является вероятностным методом, для которого сложность вычисления, без учета логарифмической сложности нахождения НОД, оценивается как O(q^(1/2)) <= O(n^(1/4)). То есть можно сказать, что сложность зависит от размера делителя, а не от размеров самого числа, что может быть полезно для некоторых форматов чисел. Отсюда вытекает первый минус, алгоритм непредсказуем и для какого-то числа будет работать очень быстро, в силу своей вероятности, а для других чисел, потребует излишне много ресурсов и времени. Возникает идея оптимизации данного алгоритма, запуск нескольких потоков с различными стартовыми условиями, что, конечно, не дает нам линейного выигрыша, зато позволяет получить более большие шансы найти делитель числа. Вторая идея - использовать другие генерирующие многочлены.

Существует смысл использования алгоритма, зная, что факторизируемое число состоит из относительно маленьких множителей, скорость метода зависит от длинны такого числа, но что делать если число состоит из примерно равных по длине чисел, например, как числа RSA, в таком случае алгоритм может и не выдать ответ, сколько бы мы ни ждали. Нам нужна надежная оценка скорости, которая бы хоть и зависела бы от размеров числа, но для которой можно было бы найти примерное время факторизации.

На рисунке 2.2 представлен график сравнения скорости работы алгоритма Полларда на числах от 10 жо 20 десятичных знаков. График показывает, что прирост скорости составляет в среднем от 6 до 10 секунд на одну операцию факторизации.

Рисунок 2.2 – Время работы алгоритма Полларда

3 Метод квадратичного решета

Метод квадратичного решета - метод факторизации больших чисел, разработанный Померанцем в 1981 году. Долгое время превосходил другие методы факторизации целых чисел общего вида, не имеющих простых делителей, порядок которых значительно меньше корня из n. Этот метод считается вторым по быстроте (после общего метода решета числового поля). И до сих пор является самым быстрым для целых чисел до 100 десятичных цифр и устроен значительно проще чем общий метод решета числового поля. Это универсальный алгоритм факторизации, так как время его выполнения исключительно зависит от размера факторизуемого числа, а не от его особой структуры и свойств.

Алгоритм пытается найти такие квадраты чисел, которые равны по модулю n, что часто приводит к факторизации n. Алгоритм работает в два этапа: этап сбора данных, где он собирает информацию, которая может привести к равенству квадратов; и этап обработки данных, где он помещает всю собранную информацию в матрицу и обрабатывает её для получения равенства квадратов. Первый этап может быть легко распараллелен на много процессов, но второй этап требует большие объемы памяти и его трудно распараллелить.

В данной работе стоит разделить алгоритм не на два этапа, а на 3: формирование факторной базы, нахождение гладких чисел (просеивание), решение матрицы и формирование ответа. Связано это с особенностями гиперпараметра B, который определяет сколько простых чисел будет задействовано на втором этапе просеивания. В дальнейшем будет рассказано о данной оптимизации поподробнее.

**3.1 Нахождение простых чисел. Формирование факторной базы**

Первый этап алгоритма использует гиперпараметр B, который обозначает верхнюю границу факторной базы, которая будет состоять из простых чисел меньше заданного числа B. Данное множество простых чисел называется факторной базой для числа n с гиперпараметром B. Как известно, любое число можно представить в виде произведения простых чисел, числа, которые можно разложить в виде произведений простых чисел из факторной базы, называются гладкими числами по этому множеству.

Итак, у нас есть задача найти все простые числа до некой верхней планки, сразу на ум приходит алгоритм решета Эратосфена. Является базовым, но от этого не менее эффективным способом нахождения всех простых чисел до некой верхней границы, решето Эратосфена прекрасно справляется с нашей задачей. Так как в дальнейшем, нам возможно придется возвращаться к первому этапу, нам важно, чтобы алгоритм работал крайне быстро. Сложность алгоритма составляет O(n log log n).

На рисунке 3.1 приводится примерный псевдокод алгоритма решета Эратосфена.

![Изображение выглядит как текст

Автоматически созданное описание](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA2YAAAG9CAIAAADx0fJsAAAABmJLR0QA/wD/AP+gvaeTAAAgAElEQVR4nOzdfXxTdZ43/M/eMm2cYSW+ZD3xwm3D4oVBHRqdHVJv3TYdZtsU1EbZKRGcPshKW11p6y60xWWSyGUbYIYUnKEprjbtDBI6i6Yy2BSnm5TVFwk74imjkjJTPeWWi3O460VwmeFQ4XXffyRp8/zQB4oz3/crf7Q5v/zOyTm/c873/J7yF+KVMRBCCCGEEBLf/zXbG0AIIYQQQm50FDISQgghhJAkKGQkhBBCCCFJUMhICCGEEEKSoJCREEIIIYQkQSEjIYQQQghJgkJGQgghhBCSBIWMhBBCCCEkCQoZCSGEEEJIEhQyEkIIIYSQJChkJIQQQgghSVDISAghhBBCkqCQkRBCCCGEJEEhIyGEEEIISYJCRkIIIYQQkgSFjIQQQgghJAkKGQkhhBBCSBIUMhJCCCGEkCQoZCSEEEIIIUlQyEgIIYQQQpKgkJEQQgghhCRBISMhhBBCCEliOkJGT4skMyPydU+eZn2DtY/zTcMKCCGEEELIbJqxWsZht6vTXP3Y4pynbdxMrYMQQgghhFwPM94wLezbZB0QZ3othBBCCCFk5kxryLiqa+TKmHhlTLzyJX+8Xcf43+W9PLVOE0IIIYR8jc1QLaNEmlNZsy74z5zAH2J/Q3ags2OeyRNW9cjuzvN3gsyOaMi+yrs6G6oLl/o/mP1AUXVTh0uIvVZPc1SXysCrxRMrvTjYprsnQ3JPqWVwqvWgwoFSSWaGpNkd+/01tohN9g05bTtrdSHfS7ehLfJ7xewkGvEKrJFtXZYhyczQdnIxNm64Q5OZIckssQ4HM27OkGRmmDwAfN6eluq8xZLMDEnWUm2TzXsp+vOiMGi3NlVp/MkyMxR5RdXNdm+8B4H39TE3VXeAD0nkNmVmSDJLbWfjZJI8pf99/7cIN8ram6s0D2RJMjMkmYvz19S29sTdWN/HdtP6ImVWsHQ12zxxSlcq4h1unLXpor5F7MQia8qL3l0T28v1tdWtyVNkJtlgjzFmgYm1w9PZXakRXU0Th0YYaKt7wl/OF+evN3tGp5Q1IYSQ2TJDIaMoeNraXgMAMDW6fJn/XclyY7c+FwDgNmw0s+Nx2nCHYaMbABjdNr1OPp7LUEf10izNerN1wOu/LQofO607qzRZi6sPctErvfzfaW0ka3mm1j4MDNvrtuyPzm4GeVpkS4sqmtrsId/L3l6ryYqMpFOm1D5XDMDxs7fYqGXs4TYXgPJK7aKw970f9bY+sVRZqrd6OAAQvI6dZcoVLZ7wqFE4UJa9rLR6Z4fLnwzgPE6rsVS5tMw2EmNThM9PTeorTA9fv17zwDKdscP1sT/k4jwH2xpLl+Y8YWYjo2HR+1pZzgOlhk6nKC9QLy+4ddRpNZblf7doskdhGrB7NxhiPt8AGHUaCpcqHqu1HHRzAPyng7Esvz4qQgX/2VBKq0tnd6XOx48AKJBJfa4tedmFtZbD/nLOeTob8p8wRxdRQgghN75pDRkPlgUrEW/Jzqu1CcAibeuhbZr54ykkqg3bDSoAgEdfu9d/7+BsW6ocACDTmbfrsoNpR3sb/75qvGIsHGddU2b6IOK+7r9RpU4qlQX/lN0qTeujUyXRVO2yHT058oW/HX/Md/a4Za0McBs2dnjHU6maxEBD/5h4ZWykSwuEtv6PiVfGxM3+EBzyh7UaAIP7XYMR62Jdv2ABVJeoI76j7dmSxsNQb+hynx0Tr4zxJ9p1DODRt0SE43Nu1em77MdP8xeDW3u6p1EFCLaG1t641VH6o+MbOaCf7H5K13BHxYoWlyBTb+5mz46JV8bEP5xnu5vUDITDDSUvO0NLjNivL3rWJqhqbKfHvEf7HO/0sWfOs3t0jOA0/EDvmnzANAUjNtPGyIrqILb1iSLTAI9FWtOR074/jIlXxsSL571H2+uyJfHyMxwdLypHDdGL09ld6eC59wDMY3/2mGa7W16+a+DTL8UrY75P2rUAPNFFlBBCyNfAjA5/kSkUC6Vzwu87c3PrzMZA0LhRbx2GcPBHDQcBgKlqb101HsSB7dJb/JUnTLHhyBnflTHxyhh/vKva/2G4De2O8HhFxFX/HzV2wX+bPGNdlWDz5BWvHzWVF6jLtw00a69ryKiqt++u0aoUzNzAG5L5yortuysAeJxs8rbaWBY9XlEOgDUfDo85Bp22QYBp0i6P/ooy3Z4j9h065XwAkN5b2fpKJaKqKplV7dbNOk2OXBqMTCTZxYZXtikBYQ8bXZl1biRe0DPTfI6f6h2AcnO3Xa9V+B9U5kgVJUb7/iYlIOxss0/sW9ZiNAtQml7ZpR1/SoFUsW73rnJAMFsOx2wXnlG83bjJHmcZ16lv9ACMztrbXZcvD3T2kEjlqkpTi5aJyop7L+nq0tpd6RAv+AQAdku7W7Wpz723RrVAAkCyaIkSAHjx6qSyJYQQMqtmNGTkvYfNFQ88FtHMJ/lO064d/rqx3ur6kip/sxpT39lcHBLUsI7WQNxS8UpnY77MH65Ic3SmHUalf0Gn0x0WM/Jcj/+PlOsM5+fW7e1z7K1XzU+edsbNl8mn9HmpZm0TAwiWXlfI/mb797OAsu5xdVRVlHJzt2WdIvRtqbJAC2DwQy5pf775d8Tb2itXeQDabFmc5TPGd8yxhwcKqp/Kjfiukocqq5cDsLvZYIkZdNo8wPIabU5ELlJlvhaA3ctNYhOYO5cAwO/PnUv/s2K/uXYfz6w1GmI853CuA70ANFtfmqiGT5gZBABaeYKDkNbuSssXAuf/Q7Vt19aCiXNRvOwDALXizsnkSgghZHbNSZ4kdau6Rt7wj5MWfSPO1meqTAM84Da8vF/3dqU8JKFyQ5fVvbjiINDX6wAAZeN+o3puSIqzXjYQtdRo88MCQImqQAM9CwDnfBeB8YUCH2jSXS6LqnS5Xox5EmOKSX3cgMPhOubyjA81uMxNbeUSlbqSaTEJLfb+evVK/35hXTYWUOqWK6PTyxXyyDAyW64E7BAj64Gu8uzhXpfb7RgMbuPVc3F6LPKffQQAMmkqYbu94m8yKsb/W5SrfvhB3aoabZE86sPhKWMa8boBQL1kUfQy+ZKHgX64hzlACUD4/YcsgI/M1StsUd/gFAAMcQJy0y5I9+ZWM7AMNtTW37GrUatk4jYZR7rkNjWZBWit+ifRFNWQ7zvF9gMo0D4sTym3sxwLAHdI58VPk87uSs/nn9kBQGnYURP24SHWBSDnfvmsnZ+EEEImb1pDxgkSaXaxoc3ovqfKBaDPyQqV4fcJua6qqeJgS+C/hyp1D8W7ucaoMgwmtXM8MF7p8vkpp/+Pu2TXt2Ni+kZ6635YYok3ymHSJAXaOqWpibX0uAwrtVIAnl7zIFAUXZeWGMePAgsC/4iDZt2jDY5UxxH7m0RlskkchGG3a9jt6jTr13YNvD4xCipVoph0XAV7KVgBe1UEAMHrErwJ0qdNWlxnrnSs6fDsKcvdk/rHRHbPJtMgVDs267IlUTEs8IeLPADMk6QYgvKfHQPAJDwIae2udATGPxXV6FRhmxsI05crFZPIlBBCyGybyYbpRUsCQzOia60uuU1bWib+fb/FdICLkwt/IaJxLNC8BUArD2nh4tjAHDXKu+6YtZAxZMxH2JiVMJz1+RKLB8xKo+P0lyGJYw1QSJOypEYDoPMNx1kAoutXbQKgWVUgTzkHEQDksvGWetFperTBIUD1bJf7bMjWfhrjiwGAwHkFpNz4qLV+GrK7vjjDdjepAGFfWWPkFDPhKWPurjlIVHv1FQComfCW2oixRKGvN3STqwuTr2r3numzvFCpVslT/Mjl4f2GLW6ojLvWJ6vSS60XoMCdEgB8f8kdCRJNYnelhvvIBkBdUiAPf//csAuA+q6FKVe9EkIIuYHMZMg4eMwR+OsO6bdCF4ien/hnEpFV72mvZgDwtrJNYTO23MbIA3+95QofGS2+79jv/4u5f+GC8bc5V4+/klGpy0+/Ke16Gnba+gBU7trbpI4/1nWSFhXrVgGw237NQTzm6uSByoqV8pS37ZQbYTtWfN9hEoCcbbvMOuX85FsrfnTMhsk2Ps6VKUqM2/UyAPZhLu2P37mkAABcp2KMsmePHQYAZbBzHyO/HwDe+yz91aSAKahoaXccPZ08wgZw9ZR1S5UDsjp9vTLeDl6gUDIA7K6UOheKp35jA6BUJjwI6eyudHCnPABkaqU84n3vb3gAuQp59GcIIYTc+GYqZPQN2uqebwi0fBUpFSH1ftyB9aXNLACs2t60rrKuxX8ztVf8MGTCNsn96ir/X3xr5WrTAC8Gsu2orjQHBlKX5waaW6/6PLtr9X0AwFQZK1JvhB11t64v0m1ou67TC4/yLgCQSueGvc317O+dhtxlmtWVABwHnV6Pq0MAqrTqVAf3iJ4Dba7QHQtcHP0MAOZH9Ez0sQf3H4uRg89xwAyA0T446bA9c+5kx80wSnURAKflF+6I9lSxf795EGCaNOP9H3Jy6wAIbW1xq7evl54W00EwVe2NyxNE5IrcchkA60/aPEln/xl12HYCkGlVCQ9CWrsrdYFul48rI7pIip+xPQB0yrvSzpIQQsiNYIbmZcyQLSsL9tWT1dU+KR9PM2IzbPTPPFxs2apjAPnazabApDsNtc3jdy+pZt22wHQ6Qq+hMEsayLYqMG0xo9tVXSDx/4TGt27P39gbmBO7vUQ28VsXWRUH/Vno82P8TAhnfTqvsdNpb6/N32y/fr9peOdCLQDst+5jfVcBwDfU27pmsaK0bVo6N0qLdI0M0Gdv/EmLAFnjqoJ4zfS+L/iQWMHn7awtN7LjO9aPkd/PAOjvsPb5E4uCp6OxcGlucIeHEg63mDoBKOtX5kYtjCO0pfWSjxtoMfyYBWTV35lEhze5rraeAdjmUt12J+cPra762AMN2kqzAJluR+XEsHFJgW5HLsDbygp1O3u9o8E9cYn3Dthan22Y5Pwyk6Td1lCcsDeFRF1h1ADw6EufaLANBuepEX2cp6OxyT5xLK7yjp80WwHk1GtUiVeazu5KnX9UTY48shulf0QOs4TGvhBCyNfUjE6yA0BesfeIYaL6hG39YZk/5lPtMFYE6iGU1eMzNRo3tY7PyJNT3/lGpTxmrou0rYf2ahfEXJY6n2+8v9znkR0mZ9ACbb0+F+Btzy6TfStDkpkhW1rSeJCTlzfVLZ+O/CUFxdUyoNfRB+TUa/Pj3vZd9cukmYvzVxRpVhQps25Xru/gmGJTxI5VPbltrQxwmx7zR+23ZOdVtQ5AvbmpIjSvszZdZkb2E2YWYNZufjLVil57xeKQn7O77XZFod4hQPVse13RZPqjSpYbe3YUM+AdW4oUt2VIMjMk37o9t8zsEmTqrd2W1fLQxMoNXbZyOcDZm0qUC24JbkOWsrCs8bVzMzUwLBbNnu26pIV5UaX1nSY1A2HAXLEsS/qtDElmhmTe7Yq8qtaRwCkjHCiVfCtLu5MFZLqGJ5NW9Ka1u1IUb4yLz8u6AGgjm6sJIYR8XcxQyChT5GurW7oGzpy2lI/P/Cd6mjc0+mvScpq2Pz1xR5N8p974gr850h36wxsTIwnulU1ka+4bOdFdnRPIdd78hZPdSGX1q7u0i4BF2taWkHrQGSdRbX6b7arXBoZHyFXl9ZYjZ7x7a5TTNGxHtbLev3M1zz2eIG5gFskZcJ5+p6vfKcq11eYe78meupyIEFOu23vc0RI8BIxCU7XNduKkQ18sj5WnfNWunt3RM0tHk0iXFwQPa/CzqgJt1Tbr0TMD5tiZp0Ci3NAzeKLbVKVV+R9IGIW63Gg7cdKxKXL2QUCu3Xt65Eh7XXlBIDHkquWVhq4+r9CVyneYHqpthnXyVBJKlxsdJ47bWmqCJQdylba6pdu9O2KkjlxrftuyKpX2/bR2V0r8Y1+090WOceE+fguAOmfJjT6bASGEkDj+QrwyNtvbMDWeFkmeHoDh6FhjrJY44UBpdpk9QYI/PaKnRZ2nZ5ka+4ldmlgdGT3NGflGaLvO2FZP24Tbos8nQiKV0nDYWUQHgRBCyEy5js1v5Pq45G7dqGcBjb4+Zrw4QyhQuQHQQSCEEDJTZrovI7mufEN2wxOlBg+YtV2tqTV3EkIIIYQk9fWvZVQ1iVeaEixnVneLq6/b1sySYOu8H5Nv7N6d/q+nEEIIIYTE8fUPGckEmSK/WPdcfXWJggYZEEIIIWQaff2HvxBCCCGEkBlGfRkJIYQQQkgSFDISQgghhJAkKGQkhBBCCCFJUMhICCGEEEKSoJCREEIIIYQkQSEjIYQQQghJgkJGQgghhBCSBIWMhBBCCCEkCQoZCSGEEEJIEhQyEkIIIYSQJChkJIQQQgghSUxHyOhpkWRmRL7uydOsb7D2cb5pWAEhhMyYq7yrs6E6b7EkM0OSmaV8otYywM/2NhFCyA3nL8QrY1PNw9MiydPHW8is7Rp4XSef6joIIWQGjNjrflhq8US+rdIf7ducK5mNLSKEkBvTjDdMC/s2WQfEmV4LIYSkz2t5ptTigerZLvfZL8UrY+LF8wM7ihnAYyw10YWLEEJCTGvIuKpr5MqYeGVMvPIlf7xdx/jf5b08tU4TQm5AiupXuxp3HO8z65TzJQAgkao2dO4qB8CbDjrpykUIIeNmqJZRIs2prFkX/GdO4A9Ps7+nY6ntbPRHeNsa/9IWD4BLzsasQLfI/GZ32MP+oDnf310yq8w2EpaF72N764bS/Hv8H1ycv6a2tccb+6J/1qaL7n+ZmSHJzNAdiNmNiXNsLMrOzNJs7OXS2RGxsJYVRZoVRcqskPVmLdWsqbUk6Prp4xx7anXj3a0Kq0wH3MLVWAk/tpvWBzLPfqCoutnmEaawsfF3VPSh9B9fkweAz9vTEugclrVU22TzXoqV+VUf29NSXbg0OzNDkpmhyCut22mPc8AAQPDYxr+a5J483YY2x3BI6ph9aiNezW4AgNsUtxyOL/V/kRA+r725SvNAVuB4rW+xeabS4y3OWsZPk8CmJkosHCzLHj9loiTZXeNG4hzisA0AAN+Q07azVhc8XtkPFOk2tLmmUrr8UigGwoHSpAc3zpmbTLbOsEEZ3gAtVeZrAWD04pXJficAIde0iFes4zXKTpSuxNeuVHHWFeOFPLXzkRBCEpqhkFEUPG1trwEAmBpdviztDOYWGH5pVAEAPMZNrR+MB42cdUuDBwBkuh0v6bLHP+BzGYtyHihtbLd7hgMpPQfbGkuX5hS2eKKvj+LltC7HvsNm7W6nAN61u2rK7eyir9/p6ndemF+gXh54qeZ6XQfb6h5bnPO0jYtee79es3Sxtr7N7vEv5L0DHYayvNqDEfdI0ftaWc4DpYZOpygvUC8vuHXUaTWW5X+3yOS5fk1s3o96W59YqizVW/1bK3gdO8uUK6KOwqjTsGJpbqneOuD1Rx2cx25pKlUuLWkdjNraS17r+sXZeWWGTmcg9bDb3l6rvactZrQ07cShjoqlS3XGDpcoVy8vUM/3uTr1FXnLNNvds9Z4OdrbUm+LHbCltbv4z+yprM7TIltaVNHUZg8eL+Fjp729VpOVN6XSlVYxuF5unpM8TQp4/vcppfP16zUPLNMZO1wf+8/o4LXrCTM7+diO5/sBLJRleq1PR56PRZt7qQKVEJKuaQ0ZA3UeGZLMW7Lzam0CsEjbemibZv5kMpOo6rfrcwEAbkN9GwsA4PZtqu4DAGbt7m2r5eOJ2d2PaZqdMW+fwoC+dIM9ctEo70prY+ZKA83skEml09InXrvtUJ/jncBr4JMx/ohRBQj7Ntk+CE84aC5Z0eISIF+1zXH6S/HKmHhlzCecHthbLw/fELFfX/SsTVDV2E6PeY/2Od7pY8+cZ/foGMFp+IHeNaV6BeNAoMtB8PVplzZOUtuzJY2Hod7Q5T47Jl4Z40+06xjAo285yIWk4qxPF5kGeCa/yXbyvD9P/mR3Y74MQm/joxFb63NsLqzu5MAU1HUd5y+OiVfGxD98OXKyx7RakjmeStUUuoUj/g2c6CwxJl4ZEzfnTubbX3Ia/r7KJuRWd58WPznqeKfPceIMf6Jdx/CuLaWG/lmJbETPz/SW2AFjarsrQsiOGol9bCWaql22oydHvggk8509blkrA9yGjR3eSX6LVIsBs7o79OAO+Ifb6Y+Gvmlbnf6jabzNGnYDYO6TM0mTJiKKgwC01tMJz5rhjooVLS5Bpt7czZ71H6zzbHeTmoFwuKHkZecki5fAewHAZ3+psHofxjPn32lSAkK7w00xIyEkTTM6/EWmUCyUzpn0DVWiemG3IVDT2GB4jcNZu6HJDgBMTft27cTVfNRu2RhoRFM9G4hUxItnHFuL/WmEfc37B8PzvhrYKuWO44Gr+VFjok3Jb+rrqtcu19Z1dVXnTPYLJSTNf/zJh6LfDtSqMmu7HG/Uq7MDQaJEKleVbzOVhN4jWYvRLEBpemWXdqLyVapYt3tXOSCYLYev27whMt2eI/YdOuV8AJDeW9n6SiUAx8/eYoMpfH1mfR+Q09T9plF7tzSwrXdrDW92N+ZEbq04YK5q54Fcwy97TKuVgYh9joS5u7iuq14589+HfV3fKkDZsru1RD7+ZvB78a2vRT2QzDzxA/OmZjb2ojR3l/D5qZRWqaq3767RqhTM3MAbkvnKiu27KwB4nGzsJv4k0ioG189o734LDyjrV07qAWOc70Jg6xPVWfocP9U7AOXmbrteq/A/Xc+RKkqM9v1NSkDY2Waf1L7FJf/aOyzt0O05Mp65VLFEDgAXxKk1uhNC/gzNaMjIew+bKx54bPLtVhJl4yvb/EGj49la7fMbbAIAWV1HWM2lMPCm1f9XzrZd5kCkAolMval92yr/AtY2EHZ/Hb9NypkUayYkitXbbO90m1YrZmjeDd/AW/vfB1Q1mntD3h122voAFBtfTDZR0aDT5gGW12gjI9pAxyy7l5vOzY1Pubnbsi5sL0mVBVoAgx9ygdjK5z7cJgDqqkrV3PAPz82tqCoAYH//w2AliOh2tAgAs8lYp5qVOU9Y1y/cQEF1SWS4FfheB09xk8lWJi8BAG4yg8M4m1HvQa5ha33UovR3l//x6e5J1ajNl8kn8amAtIrBdcPZNlVZBDAvbJvqw+EfLvIAsFB2W/w0vmOOPTxQUP1U5IQ+kocqq5cDsLvZSe2DYEMKU9XeGno++vvkMEumWINKCPkzND19dgJWdY284R8nLfpGnK3PVJkGeMBteHm/7u1K+UQ6e8XfZFQAWJSrfri4Yl2lThU/bsup73z9mOJpO9DrOAwAys3dhuVhV1duyOb/Q/lUQfhdXZa7UouDdgDshbCw9dxIoFZSPl86iS86HdymyiJrcPdf5pyeSwrNC11sgy402vJ5WReA5Vr1oiTZCb//kAXwkbl6hS1yGX8KAIY4AbnX4TYhV8gjQ5VsuRKwQxQD43U4rxsA1PfJY3z8PjXghNvLoVgJAF62HwCeVD843QFjsBxCpsgv1q2rrFyVy0SfEALHDgI41VpTZItYevXcKQA49dlZqBaku3a5Up2LHrf1+XK5dFe1Sp56fwd/9wzl5u11+U5D5MK0dxc3bAegvDWV5D5uwOFwHXN5xkdmXOZSW0vMNadTDK4P0dNcVrGPh8rY/WLBVMvb5/5OotKbE2Q0EtgHS2Kc4PIlDwP9cA9zQNr7QOA+BABotzUUh17jApcUrVKebo6EkD970xoyTpBIs4sNbUb3PVUuAH1OVqiM8VA77HYNu12dbY6uo9bVcS+r8tU1jU/bTYH/cit0cefXja4ynOjGHhYw8ZzX32SklM2frcl6ee8AH94DzOvo2a9QKg0hFZlXLp0DAOnNNyfNz19XJHhdwmT7lc04jh8FFiDYxyuhwfF2s0Bi6dyZO1K8d6DDMNDR1hdr2vmrohhIw0/vnlWUbTfYSw0DvYbCXkPqH/N3z2BqDM/lSoadUYvT3V38ud8DgGJBsur2kd66H5ZET3k9BWkVg+tA9DQX5hvdUDU53myKrPhMX6ApY9VCeaJ1irG7F4RgL02mlcb/VMxsqtGGP8xwH78FQJ2zZLaelQkhX18z2TC9aEmwK9B49ZKf1vrpmHhlbORNf88q3lZmdsRtexE92/WmiX/dLdtijCn244TInk+XL10M/BXak1085d7n/+tBRTZmSWAnBF4Xz3uPGDWXelvLCqsPcJFpr+JyirlGjPYIfb2hm8WWKBEA5LJAdwIJEmyKP/ZdLotIIsaaUWhqxg/BlyNHjBpA2FfWejheQQw/XmGvbl3aVYwAgLm5jUdOst3bqlcVKFI9NqLrpxtsgkxnbko8qizl3cV7fw1AppAnDhk56/MlFg+YlcbxMVjilTHxylFDiuuJYTLFYMb4gvFijf3nRvWkRuxF4IZcABhlwmM7J9E+wFcAoE6180zYyr2/4RGjsjnwtKxMcrgJISSGmQwZB485An/dIf1WjOXMyseD4wfb2KHYeYjvt9Qa3QCYqnZLlQyAsK+scR8Xlg9T4P+D/fWHYQvAuXoC1TDaRfKQPB37/X+VF+TeIM/aEqk8v8n6SiXA234yMUyEuet+BkCPkx1NkgEjvx8A3vuMm8GtnKzhU24AzP0LA6GVTPF9AHB9xEWnZT/oBYCc8XuaXLEWAByepNUxkyZh8puaNgOAZTCqJnGBXAkAbu7zmVi1VFFS3/pGH3smajhwLLyjpXEnjyKjYVW8W36au2v4Q5cA4HFl4p4PgT61lbv2No2PwZqytIrBjPJ5mh8L1i/u0kzPYyR7zM4DePxeeaJUdy4pAADXqeFYOfi74kxiH4ifsT0AdLn3RRwsjt0HQKu8K+5BFH0+H/3qDSEklpkKGX2DtrrnGwJ3rSKlIklkppTEvIKN2KqfbGEBQLutobLin7f7Q0z702WtIU1a8r/VBHr69FWV19sC0ZXIO7aU+WfkAYo1fxu47IrD9kajWQCAXNNz2pQjRjeTrNUAACAASURBVNF7oEG3osrU4525y6lkbtTm3JtbyQDoMO9NNv9fTm4dAKGtLbqScpaJngNtLoApzw0OJ5Ap84sBuNo7IidrvOS0/ZgFZI2a8dqRQGK2dWfEzO0zgZkTXRCVuS8A4Nva41ZvXzeW5hYWuaatlfK4SdLbXWxPmwvAqgfvT3wmBMZSSKXhzbVcz/7e5CuJJ61iMHNC48XpqV8EIHp6bYMAU6N5KOGeZZTqIgBOyy8iT3Cxf795EGCaNA+lvw+GWBeAnPsjuwMFH97itK6Inu1FdzO3y+Ytru6ZjbHqhJAb2wzNy5ghW1YW7PYkq6t9Uh4ruXD4rcAcwkyx8u7o5ZzNuMk/VbFmz3bdAiBb17gjMFNj4/MhU0PnVBqqAhGhZ09Z7oIMSWaGZF6Wdntw5p2tRt0i+H9CQ3pPaXDD3I3LQn6SIS9Qt2Mvy5KsiZwhWRxoKSoz2/s7DKVllqQdsCZH6DUZzQCUupBBPJKCCn0xAI+xVLvRxgqB24ro4zydDY2hl3VJgW5HLsDbygp1O3u9o8Eb0CXeO2BrfbZhklN1pM/3BR9y8/N5O2vLjSwY3a7qifEE8lV1dQww2FJa1uIaCST3DdoanyhvFcCs3V6RP3GbDCQWbBXFpa0DXKAK5KooDPW2lpmno+5RFAZaWl4DIKtUKaKWStS6bSpA2FemWWN2DAWrYK6KwpDTtrOqMXJC9Zml1G9PPJI39d3l+7jN1MQCqFitSdL+e+dCLQDst+5jfVcBwDfU27pmsaJ0SlOpp1UMZkYwXry73tZRr5zjizKZJ0TxbK9po56FTLejXpPkqVSuq61nALa5VLfdyfmvaVd97IEGbaVZgEy3o1Kd/j7wfc6xAHIV8ogN47wuAN9fckfMjwmOti3+2W0568v7Z65WnxDyNTVDw1/GySv2vh0xwDlkpKpfbvWrNWoJIgb6srvLKvbxAKDaZlgn97+pXL/b8O/LDB7Ao9+0u6Bvs38ojFTT3G3wlhoGom/eMvWGdssm5RTvPOIlXzCIZPlREZj6ncxe8eBS633BSzd/yv/DD8zKbZb1YaMj5es6HZ+vLm92unaX5e4Oy0LbFTbHinJDl+2jQl0nZ28qsTdFrE5ni9/cOb1c9cuk9XLV8oU3A/xHTq8AMMWmQ3vDuuHPLTAc2uZ9tMFxWK85HLZlTL6xe3f4GJS5BYZ3232PV1mH7Y2F9sawtRkHuia9pRHlEPLy3bFjlJz6zje8mjUd3MEG7cGGiIW6NxLN6DnNmHrThrjDvwJS2l1uU2aewf+nylhdlKy2fYG2Xp9rN7ptzy6zPTvxtry8Sft5S2t/Wt8hfFNTLwYz4azDbHQDwJBZd485RoKJWSBS5WnOyA+UCN5WtthWFp1En5+pH89ZstzYs8NbsrHXsaVIsSU0mUy9tdsS8oMFqYs3xsX7sROAUhlngp3MzIn0MukN0meHEHLjmKGGaZkiX1vd0jVw5rSlfGL8b6a0QL08Vx78l7m3oOKFdseZo61FkZ11RE9LbWB2bmVjS01IrZuyTl/vv955jCE/vDExkiCY/6JcdbnRdvykY0dxcI0y2fJJfh/pynr7hgIGMvWGnurICDhdEunyAvXyXLngdfU7/a9TWKKt2mY9embozXpl5FBNqVrfN3i821SlVQU6nMlVq2pM3cctkR3a5Nq9p0eOtNeVF0ykXF5p6OrzCl3a6zWOgFkkZ8B5+p2ufqco11abe7wne+pyIneaJKfefvKkraVGq5IDAGSK/EpD98nBIzEGq0rurrScOOPYW1+RHxhMECg8n9arJrONEmlIOQzuz5PuvVp5nA/IV7V7z/RZXqhUB7YWclVBhb7L8cl5a9xuhdNOVt3WpE5hJG/qu4vJr7f/vCmFJyqJavPbbFd98GDJVeX1liNnvHtrlFOLLNIqBn+iJMoNPYMnQk5wRqEuN9pOnHRsSvZ4EFtg7EtUJSPPsSwA9b3RVekAAGlx3Zv1agbMvbrWrbGbhgghf87+QrwyNtvbcN3wtjVZFQcT1BwEq17Sr1ogCNavaLvOTONPt5GZcsnnuyqZpl+/JBP8Z4Hh6FhjvKcZT4skT08XGULI185MN0wTQm5Ic6nlcVbFHvFHCCE3rhn9wUBCCPnzkjkntSr2u67blJOEEDI9/qwapsnMooZpQggh5E8V1TISQgghhJAkqJaREEIIIYQkQbWMhBBCCCEkCQoZCSGEEEJIEhQyEkIIIYSQJChkJIQQQgghSVDISAghhBBCkqCQkRBCCCGEJEEhIyGEEEIISYJCRkIIIYQQkgSFjIQQQgghJAkKGQkhhBBCSBIUMhJCCCGEkCQoZCSEEEIIIUlQyEgIIYQQQpKgkJEQQgghhCRBISMhhBBCCEmCQkZCCCGEEJIEhYyEEEIIISQJChkJIYQQQkgSFDISQgghhJAkKGQkhBBCCCFJUMhICCGEEEKSoJCREEIIIYQkQSEjIYQQQghJgkJGQgghhBCSBIWMhBBCCCEkCQoZCSGEEEJIEhQyEkIIIYSQJChkJIQQQgghSVDISAghhBBCkqCQkRBCCCGEJEEhIyGEEEIISYJCRkIIIYQQkgSFjIQQQgghJAkKGQkhhBBCSBIUMhJCCCGEkCQoZCSEEEIIIUlQyEgIIYQQQpKgkJEQQgghhCRBISMhhBBCCEmCQkZCCCGEEJIEhYyEEEIIISQJChkJIYQQQkgSFDISQgghhJAkKGQkQddE38WL5z89c/7ybG/J9eL7dGjg+NDQhfE3Lg4dHxo4ftY3i9tECElM5NkBp+sDXhx/4yzrGnCyZ8VEnyKETBmFjH/eronn2ROvvPTu939w6JaSd7PWHr1rw5Drv2d7q66XEdfwoy+dfuU3FwP/X+Beeen0o7vOjMzqVhFCEhE/tBYWaWr2e4NveA+s1xQWWVkKGQmZWVMPGXnbmgxJZuJXqe3sNGzr18lob11W4OubPLO9MfGc++2Lz7x717+effG4ePwyAGTf+o28OzKlmbO9YddLzv996zKgq+3Y1kOfDAyc2Ko/0wWUrvmfObO9YYSQuKQPaqpkGGyoXd9mH3Da91TVNrFQGSuWS2d7y8iN6irv6myozlssycyQZGYpn6i1DPCzvU1fS38hXhmbWg68bU1WxcHEabTWT7t1C6a2nq8Vdnde7kaoVG6PB7o3zlhXyWZ7i6KcO/GPz53tHsPtt39zU7lC+53bbp8rme1tuv6u+X43uGMP//bvro0Ad2fPfab82+uXzZ/trSKEJHSVd+3Wm37R6/qYx6LciqdeqHtWq6CIkcQ0Yq/7Yaklqu5GpT/atzn3z/C2NxVzZnsD/hSN2i0b3UxVT9OdVVoPz/tuwOaSi0csZ7vHsOx7i/699h7pTbO9ObPmJun/fOBlM16e7e0ghKRhjkz9Qrv6hdneDPI14LU8U2rxQPVs164Xtcr5Eog+z97y0o29HmOp6aHThnwKGtMwnX0ZtV1nxCtjIa+jhmnM/WtD9OxttkJZv674/uxcAC7hxqsA936y9QMgY+6W9X/O8SIhhJA/bYrqV7sadxzvM+uU8yUAIJGqNnTuKgfAmw46abBjWq7j8BfRaQh272vsj654Y1uX+Zcuax0MX3KV9xxoqV6Rp/D3jLwnT7ehzTE8caA9zUk7U2ZImt3+xMKBUv87ugMzE8mdtZuNLMo3V+SAuXMJAHzECTOypskbYS8OAjmPLMyfmzDdhcF/euTQLY8c2nosRkWp+J7zlkcO3fLE0YGIEdYfHL3lkUPRr6cOjUbl8dX548f/uf6dbz9y6JZHDn37h+/+8y8+Gbl4LTwNt/cZxyPPvPPdJ0Jye+KdR+qdewd4X0ja84feveWRQ7e0nY75VQJL/+XE+cAbo93/EmOrxN++9/1HDt3yyLvd52NkkozPscFf3rIMA2F7TBzQZ/vLYZMzbMGo13XAXLemSOk/NbKWatYk7mTj4/ra6tYEzoXsB4qqm22eOMVL8NhM64M5R501AOBpkWRmSDJbwltsePvTWaGnDACAtawo0qwI5pYZsrV93PW55gbO3DW2sK8rsqa8qNP5rE0X43uNvx+ja/X4ZSHiFaMj8lXetadWF+gUtTg/zh7wX5QiLjLiUEdFVoYkMyO/2R3jjPJxjomcs5SFVaYDbuFqaIpAx/HIbD9oyY/6Xv4NMHkA+Lw9LYFeXFlLtU0276WQD4/aq2OV2EDO/Q2SzAxJlt4VsdDntTdXaR7IChSD9S02T3ih9fXWBQpJxGdF15as8LuA25Sov7t/aciBSKPQpi5qLeNra86IyjZ2YuFgWXbMUhdY7LaN77H4xQbgbKUxb2GR2fqGnLadtbrCpdnBS4FuQ5sr4lKQxlFAWqUrbVd9bE9LdXBrFXmldTvt3vDvH+8cDH1N8q6drTNsUIbXJUqV+VoAGL14ZbLfCUD8sRyxisEoaw8vA6093qldPDnrivFDk/A0nz7XMWSUFGjrlP4/W38dFYN4es3+SDHnSXXI6ANxsE23NCu/TG/td3P+t4bd9vZa7T1tN+SoEtFl2WSH0vScVgpAImEAvPfZudnerHCjgx9+BaAw569x8czbP+3//g8O3fLIobvWvvNPPx0cCi1nt979g+8BwA7H76JK9sWj714CkFOclX9z2ILz/zu1c/DahYGd7971kvDq765Jbv9G3h034YL4qm342//oevtcaNQ4dvHcV0fPXbtw8015d3zD/1p207Wjv7v0Lzv+6283nxi5FncNabvGvfrjC8cn/3nRF4g/edM+R8ge8zn2tQQu5iPCxYn33aYFSzVlDZaDTq9/seB1HWyrK8yKHVKMOg2FSxWP1VoOBs4F4WOn1ViWX2+LDBovea3rF2fnlRk6gzmnfNb4DrfU7ou+Lou+fqer33lhfoF6eeClmut1HWyre2xxztM2Llm2M4Tdu8EwHReCcwKXUrpRp+F7WZr6NjsnUS8vUKvgOdhW99ji3PX25J8fsVX/fZVNiN2Dytev1yxdrK1vs3v8OfHegQ5DWV7twaT3SNZSr4+3D7wf9bY+sVRZqrf6sxW8jp1lyhUtnvHTfL5Gt0kWp7rF5+oxA1DWPa4O2VxxqKNi6VKdscMlytXLC9Tzfa5OfUXeMs32kEL7h4uB7RZabH0hGY86bNsDS7jRaXvWiFNor6PR3pbo0zBA9HZWKbLyKowdro/9G8n5i0107zqA53pSWJ2nRba0qKKpzT4QvHJ87LS312qy8kyekCvHNByFRKUrVaNOw4qluaV6a3BrOY/d0lSqXFrSOjhrvbZunp5OeTz/+5TS+fr1mgeW6cLLQGPp0pwnzOzkYzue7wewUJbptT4deZoXbe6diYf56zrJjrKkRuP/a6fdFfZtRNev2vyFSfPc48rxt0ds1Y/W2oev3xZO1fD+1u28v4oRAGQLHwQg+G6w3owXh34HQMJcOvGPlYNPOf7oHy59/uK1LseZ7z733vGJEixRPTjvdgAfnD96ISKPM30fALip9O/ksVey8u4vf/Wo//XrldGLr4380vPof1y7/W/m/+e+Ff/1uuZXr674bc+D//69m3D5j0/9r+hAUNJsXvGrVzX+169/qTnzo1uXAec/Ptv9yWR3Q/Qm/ep3L34x9Xy02lVA5xuO8Yfysw5bJ5hVWm1UUklRTWv3UfbMl4G+HBfPu/foGMBj3GT9OCIt2/pEkWmAxyKt6chp3x8C6b1H2+uyI8MPx+bC6k4OTEFd13H+4ph4ZUz8w5cjJ3tMqyVJRsNfcrca2+JXimu3HepzvBN4DXwyxh8xqgBh3ybbB0l3ywwYsZk2Tq5WKdKVSywA7eung51qzlhXRafirE8XmTwyzY7j/JmTjnf6HEdPi2d6GlXgOkvrXuMSb2rF35XFixcxaC5Z0eISIF+1zXE6UBh8wumBvfXyZP2suH3NjfFv6bZnSxoPQ72hy312TLwyxp9o1zGAR99ycHxrJbnfr2QAtNtdEc0AvmOOdgBK3fKJSzIuOQ1/X2UTcqu7T4ufHHW80+c4cYY/0a5jeNeWUkNE89EqrRawHnCMlyih/w0rZNpV0afCFCQptNeB6PmZ3hJnC3yHG4rWd3CQqTd0uc8GD+6Zk/YWnSRu1KK1fhrs3/VpV6ydJdFU7bIdPTnyRSCZ7+xxy1oZ4DZs7PBGpJ3CUUhculLDWZ8uMg3wTH6T7eR5/9byJ7sb82UQehsf1buCtxtmdXdox7YBPQBAfzT0TdvqaRtIyg27ATD3yZkpZSOKgwC01tMJj9dwR8WKFpcgU2/uZs/6L8jn2e4mNQPhcEPJy85JBggC7wUAn/2lwup9GM+cf6dJCQjtDvcMxIzXd17GRQXaIv9fbY73Q76NeMwReOiprFgpD77rs79cFnhwY4oNb58M3Pwunvce7w69+ak2h3SgnDhgIWfdlTFxc+7MfjUAEF3/pneMVzECuI2RA8Bn/DQEItPoGsYAiNt38d03SV7+0XfP9zz65a80Z34sK7sZ+OLCmrZPxkuwZFlW7TwAf+x+L+x+4jt+/lUA2X/1mCIy93OpTKh74ZPd3V8B39xpfDBnXrA35U3zC2vveXkeMMJ3/zZx5eE3pMuySm9Lvp40nP9oa+cUQ3uOOwjgft3qSsBu+zUXePfX++1Q1j9XKQfw+3MhVc65dW/vqi7JVTDBuEAiVa7bvascgNv1UVitCdepb/QAjM7a212XLw/cbCRSuarS1KINveqJA+aqdh7INfyyx7RaKfXnPUfC3F1c11WvRAIiu2eTaTBRigjS/MeffCiN9NOKtxs32acnK98F/86ekyhA8x026/uA8t3WDcqJsblMseGVbUrAYdwf9946Yq8ujh8vgrNuafAAzNouxxv16uADgEQqV5VvM5UkvEeetRuaEu8DmW7PEfsOnXI+AEjvrWx9pRKA42dvscEUkvzH63MAdNj6w4qcb8BuAVBUow1p9mFf17cKULbsbi2Rj78ZzJZvfc0eiEs+/8wO4L41unLg4P7ewGM/17vPjpz6+vKFALjp6eSddqGdduIH5k3NbJxlztaaNgFQ6bvtO4J96QAJo9C80FX3naj0gSAgGVW9fXeNVqVggj2LJPOVFdt3VwDwONnxh9UpHoXkpSs5X59Z3wfkNHW/adTeHThvpHdrDW92N+YAgtlyeDaqh0d791t4QFm/cmqBQfDKkXAgsc/xU70DUG7utuu1Cv+EHHOkihKjfX+TEhB2ttkn1+h/yb/2Dks7dHuOjGcuVSyRA8AFcWqN7jFd56m85dp1lf6/LH3HxmNGX7+9FQDAbNJpxmc4GX7L2un/S9m4/0BjkSJw85NI5TnaZDe/5OxlWSE9Dxbnr6hq7OydUreswTb9Th6rXnhy/AoruVXKALBzn09tW2fG+b+cd8jyveeXySQ3AfiGVPHdHzfOywHOD5x9e7wn303yx1Z9A8Dbjs9CJri+eHTgjwDKtIuzo7K98v8BwGP/Y16CVfs+PP/qGJB/R+Gt4Qtu+mvVMgAYHInu+BjqK9/xM91fALfdWnhX4m+Zoj8OdJ7pHkPpI7c+NsWcGMgfKq6YuCuz9p/1IudJ9UO3SgEMJj2LpXfIo9/kXAd6AWi2vqSL3uNhRLejRQCYTcY6VZojAYf3G7a4oTIaUh6I6ht4a//7gKpGc296q5o6sd9cu49n1hoNMaoD087M36NAPj/BNC0+d1+bANSt1kQmynlQA0D48LOYU8CP9Nb9sNQ6HH9Gj2GnrQ9AsfFFnTzNzXb9dINNkOm2GuPVFyk3d1vWKUJXKlUWaAEMfhjSw1qpfa4YgH1fLzeR0Oc63AGgYt3jIVvFun7hBgqqSyKvvoFsD54KyQHMHLl6ZSXQa+lhAWDwLUsflE8VqKRSAOyl6Wh8Sb/QxiKTlwAAx0/iBsDZjHoPcg1b66OXie87TALANBlfSG0yl6uiCABLFk5iTrr5Mnmstyd7FJKXrhT43IfbBEBdVamK6Dc/N7eiqgCA/f0Pr/sAFM62qcoigHlhW/UU5+ANNP0vlCWov/Adc+zhgYLqpyLLgOShyurlAOxudlL7YJR3AQCYqvbW0NNcvOwDwCyZYg1qTNd7kh1pka6R6TAJQLvD/VKxRgrA5+ppAwAo6/+hYPxri5zX4f9reU3FQzM9DJ7z9Hd4+jtatxSbDh2oy5nE6nyO18weKA21oVU+MvnDwEF4P+ehSq9GXThQml2W2hPeqq6RN3Tpl41v/PhfH8q/LWy8tOQ7WaXzfjt4URw8LZbeHtgJ2ctuK3ydPzLy/77txfP+OsUL3BEWwDcL/zY6LhzlhgGA+ctE+3Dk9B8B4Dj3D8+ciVgk+gDg7f99EQirO9vR6Oi6aTzNV8ev3VSYv+C/1ufcHd6TEoeHbjk8BAA33/TYt+eXld9TmJ14jA8AiB/85l8HAMWCLSV48VcXkqaPk8tlH4CHF94xX6PbJLNu3+8arFf43jIPQrP3cSV4R6wP+Yadjj6X+z33eEfoy1x0olNsP4AC7cPyZBvhZfsB4En1g2kWYs62pcoBZWNLfcGA3hA7jdtUWWQNXjMuc07PJYXmhS62QaeY6RM0wiW3qcksQGvVP4kmfZxE+vzMeIsi+KuHIU00NSnH2gHAbixhfxKxyH/E7BwPRAT0Z3sNP6yyeKDSH+2JMwOcz8u6ACzXqheltrFB4vstjTt5rOoyrEbjlthp5Iqolu1suRKwQxRDBtbIH9Zq0Ovoa7MPVtb5b6KjLkcngErNQyERssCxgwBOtdYU2SJuHVfPnQKAU5+dhWoBxEs+AA9mywIXfJuTfUHh+3czi2LLSiVGe6O21F7xNxkVACBT5Bfr1lVWrsplkt+dUim0qZAr1bnocVufL5dLd1Wr5NKUyzO3b1N1H5Sbt9flO6M3wPuxEwDWqlOd/c9fL5iTys8p+LgBh8N1zOWJe+VI/yiEfDaF0pUCzusGAPV98uhl8vvUgBNuL4fiKVYApUP0NJdV7OOhMna/WDDV65b/eEF6c4KMRgL7YEmME1y+5GGgH+5hDkh7HwjchwAA7baG4tDn2MAlRauUp5tjCq77vIySAm2d0tTEAm32AaOmRBq8NkW2gFwc/Szwl/Tmm6PzmSFCb+OjeuUn29TJw4xwgx0t7TxWNmnuFkO7LkrmA8ANOTXjTdJ50fPrzGXuAC5i5MIlIHgS3Lm4TMkfYa91/yf3vEIO4Px757uA2793Z2QdIQBcHPkUAGR/laiW0V8TicvXjl5OdfTK0PmvhsLeuHbk+Pm7FWe3PJoV+2y9fO3t48Lbx0e3/C/1RuU3E2V9efiV3RcHcdPL/5iTfdMUmri+GB9DIVH/Q71ye4P5sFN5uUMIdLfwt2CcOieMB8Oco75MuyeF3niBZ9l5kuRXOH/fmsTRTwzCwR81HARTZax7SDI0EC8V7x2IaDjzOnr2K5RKw+rrGTQG2iJVOzbrsiW2qecXaA3Uyu9MtFIIAMB5nFzqOf+3b7z2IN7+uXLpHJD+VU5kW5taWOSaGnTyOZPYBxw/CoxXZS16vKK8ytHJ2vrZuhwlAt3dwpt9MF4HFl0MIk1cvQMXfLOjXyl28iiv1C4C/E0Iv+eF8OdCBDLvMAx0tPV1DbyepNo1tUKbEkXZdoO91DDQayjsNaT+MX/TLVNjeC5XMuyMXu7vI4u/TBRRhBI+PwUA9y28I3G6kd66H5bEGj0TZvJHYaqlayIjMekFNXnDyzQSPc2F+UY3VE2ON5siKz7TFzheqxbKE61TjNNrYcLkatzPjbgBMJtqtOF10tzHbwFQ5yyZibntZ+E3ppXLn/SH09bDLl/w2oTIFpCQfkW+yxGzuEyLsFkkvzjj7qpR+RcIZvtAurXEPvvPGjwADtfmMrfLJl5ZunZgUlMzRvQFTvRKu4oxQzIPgDiSao/xeYUr590ODPZ+fvwaAN7hEAGUPxg57AIAvrg0NAZAcvf/SCHjkCEyka+axeFJJf/2esjSNwt++6NbC6999Ur74D8dEmLn+fNv/9t3bgKubd0xmPCqdW2k53dbv8CyR+5+RjF9c1TmPF5dBMFSXr6dD953/Y1fE7U7XGetdo8bTLFhfDhLaL/vmK7GXxROTDklAFxymuttAqPbFf60GiW8f/DF894jRs2l3taywuoDXDrrm5LLwbbIXesTP5cbByLOlNgjCQDulBMAc78ihdZAw9G4Z2KjKiq14snWn3fpGHiMpUl20VWkc5UTuX16gweqrbsn0bImAoBcFvYjR1LN2iYGYFt7PUCguxtkld+PWVcdXgzCXjF+5UtZUqMB31ZZbhJkjWs1UgCyhVoAohgrzy9Hjhg1gLCvrPVwwutwqoU2NXNzG4+cZLu3Va8qUKR6PQ023ZqbNIl/MeqrVLfi3LALAKNI3KLIWZ8vsXjArDSOD5ZKOhFyakfBb0qlK5wk+plgwlURAJbLZqD5NCZfMF6ssf/cqJ6OH/nihlwAGGXCIjMn0T7wlw01M4lhPZz3NzxiNCjxnJcHoJTPyG/OzULI6L+bAkBnh33Yf20CUKPNDzvxmbvuD9wQ+tus789wLd1cmXK1sakq8B+fZsgvetpMnQlT3FhTM8qWKgFgkIvqL3jt//jrCHPkYeeTZJmsKgMYu9B3XMTn/8/bI8C8+Y8ti3E3EU/9n24A8+ZmJxybIr9TAgDDlyYz+yGAjLnZyx7+t5pvAui2fRo7IrxVXlotewzAxUtDCVbz6dCLv/gKGXO3PLVoqvVko+c4AIGaQLl6VTEEXpjobiEJ1OkHgrlA98SKVzobx4ezxLNAoWQA2F3Ju7zIFWsBwOFJ+mQ7ju/9SUOrAI3+JW1aPagkUnl+k/WVSoC3/eSt1Nc3JVdPWbdUOSCr09crp6lik/W8JSBpO45cvgoAWC7Nx79sneWXRhV4W1lh9cQ45QnMXfczAHqcbOLuu6G8HY3P9oKpNz6b/j4YPuUGwNwf0VtOkl9cwwBCW++AiGGn9HoKcgAAIABJREFUvQ/IqddG/DDGArkSANxJO2f7Jy0KlOpFBdoiCAI/kWHwRIgVJUuY/KamzQBgGUxQlTnZQpuIVFFS3/pGH3smpec33tHSuJNHkdEQ//dg5XfrAODwsdTODo518QAev1eeKFWg82vlrr1N6liP7eMmeRSmUroiyRTfBwDXR1z0MvaDXgDImZnQJpLP0/xYsH5xlyZJj/AUscfsKRyvO5cUAIDrVIy5X9hjh4HJhXfiZ2wPAF3ufRFHiWP3AdAq75qRhp/ZCBknBsH0Wl7+kb0PAJhNWnXEo2JOgS7wiMOaniwx9HgDrbuijxu0W55tm+otKvTp6qooDL5lC3QdlClkaT218vZdehay6jfPx3js/o8mIGKc7KyT5Ci/Cf+IlrBm4WsjvxrZOgbMm194T/gnblpUWHwTgM5jI0PHvzgC5Cy/IydGldzFI45LAG5/+LbET6e3L5XmAfDynewfJ/81bk619Eri1x6+/e7Ft4Fn/umBJLOap8LfAHFX4KFZvrKyApHzjAZ6vAHBKbWiWpBH7Ptj9HlU5JbLAFh/0uZJMomXTJlfDIBt3WmLORojhjZTMwvVNsM6eYofCCWZm+BkEdk9VZoVVaYe77Q98/W0mA6CqWpvXD5NF0TR7fgFC8iqVz6Y8LSX5S4vAGD/WUeyQxBJomrq7NIx4KxrysKmzfO7N7eSAdBh3htrMs5Y7M0tdsiq25rS7j8D0XOgzQUw5blRZ2iupk4J8B2/PuZ9z+4AlE8VRNXiKnNfAMC3tSeZidPfIKu4038jDFzwIzPs+SzxgzSTaAD7lArttLA0t7DINW2tTLAFjLJAA2DQ3JpKNfzgW5Z+ANpcZcKSGBj0IJWGH32uZ39E58TJHYUplK5ogcuRqz3qrLnktP2YBWSNmnR7XU9CaLw4PfWLAERPr20QYGrC+vtGY5TqIgBOyy8iT3Cxf795EGCaNJMYrTHEugDk3B9ZIx18JlTECYvFwbbqFUXVzfbJzfU9KyEjpEW6OgAAu8/mACIGvgQpn2wINrkKTlPpUtm8DElmhmTe7YplpXWv+abYAcK+fvHEiOlv3ZK9rCowoY8q6tk6IXGgreEgkFNfsTJWufHP5j14Y/VmlD7811vmASP8OtOJwQtfAcDYhcFDR9e9KgJ4Zt09UeHgTTnFf1UInH/vsxd7vwK+8UyhPCrXr87/x4kdLICbavOS9eTPXrzhOwCubX3p6ItvDo9c9rfcXBMv8YPv/teL9ceSz6d9/pMdr14CkKO+I3Z4eoHrfp1/G0C2NCfxdDyKBQ3fS9TzcpLmay1XxsTj8Yb2B2qt9u/bH6heGvU6dpYqFpfG6qIkUVcYNQA8+tInGmyDfKDdWfRxno7GJnvoRV++qq6OAQRbRXFp6wAXKHhXRWGot7XMHOdBS2nYUTOZHuhCr8loBqDURYcXwGBbdX2Hq7/DUFpoivXjIpMV2d178kTe8fImwyCYtdvripJkKS+pq2YCh8Dq4YJN/6JvhLV3Nuh2JuqTKl+9t1ufC7gNP1hvHQrfFZKCCn0xAI+xVLvRxgpiMF/O09nQ2BOnUnPV9qaYF5xwvi/4kJX5vJ215UYWjG5XdYyO//55c4XO1sYDvUBx9croQypR67apAGFfmWaN2TEUvKpdFYUhp21nVWOcicelJe3ilTH3hlSKmCgMtLS8BkBWqYqawSt8eydZaKePUr89SdPtoifrXpABvK2sULfTGTwbIQpex86y1tDZTH1ey7YGFkD5Gk3ietM7F2oBYL91H+u7CgC+od7WNYsVpUkm6k/jKKRWulIRuBwNtpSWtbhGAl/fN2hrfKK8VQCzdnvFjP/EczBevLve1lGvnOOLMplLk3i217RRz0Km21EfNYdCBLmutp4B2OZS3XYn5w/UrvrYAw3aSrMAmW5HpTr9feD7nGMB5CrkERvGeV0Avr8kTndY1vJMrbXfaTWWFm2bzHyQ1334i5/kQc0mWWtwAvqIgS/jmFV7e3ZcLNnYe/1adVU19p+nNX0PZ/tJiwBUvFgZ+1OyhQ8Cdv/UjNPWgDJlNy9+fuP5gZcuHD129u+OhU0JVfjEt1+OGT/dubBUwR/xfnXkHKC847GIgQLnTzz19Nm3AQC337tg9b1JOwXOK9x495YNQ1vPf/XK65+88nr4fNwZt5ZGphf/sfqdrtuCTzh//OroRQC4/W/m//RJeVjC8RHTgay+seWZe7OB+E3T3/jp8zm3J9vcVATHr8UjlWUDgO+SCEgAmbbWqDqo9+yryt1XNZFqUWVjCWfaGdWVflGl9R1OV9niGjBXLDOHLVrVFTa9x9wCw7vtvserrMP2xkJ7Y1hS40BXjC1jXtiW2ow89ooHl1rvC16L+FP+XzJgVm6zxOxWuECRy4AVAPAdHq8hf3ru75o926M7zE2Gp0WSF2h3FPaVKfaVRScx5GUYoLV+2q1bAMwvNv3S6P2B3jVgrs4zV4enZLY+mXBlEtXmLuvv8yr22ar/HpL/7AqdLEm+rtPx+eryZqdrd1nu7rCPabtiTN0CFFu2ptSD2VW/TFovVy1feDPAf+T0CgBTbDq0N3Zj7qJi3So4DvY6BARGSETLqe98w6tZ08EdbNAebIhYqHvDCADgP/so4WYFJqz1XRbHhwWNj5gOkJfvThxMpFxoZwxTb9qQdCS0RP3iEcsXj1V3cvamIntT2DLD0cDZ6GnOyPfvOeQaqpJFIAu09fpcu9Fte3aZ7dmJt+XlTdrPW1r7x9+YxFHwS7V0pWRugeHQNu+jDY7Des3hsGZ+Jt/YvTvdiaXSd9ZhNroBYMisu8ccI0H6U46EHC/eVrbYFuPKoc/P1I/nLFlu7NnhLdnY69hSpAgbfi5Tb+22rJans/KAeGNc/IP0lcp43WHlilwZBnkAQqfbuzXWo35Cs1PLGBhSGvhbVl0VPvDl/2fv3oPauPNE0X+nxgd6anwnmopvWilPQSfOOkoyxyjJKUvZmeUx3jHC3g1KqAXZ2REiuTEiewYkz7UR3vJIWt8B4ewa4dlFwnNmEMpxLJghabwnQfgsg2AnJ5J3EwvfeCy7Qty4Qrk716m0U06l4bBV9w9JvPR+IR7fT1FlufXTr3/91Fe/Vy9LJm0evvHJqP1oQ7kslIR8qkJztJf+Y3i0Sqq2P1K+r6K8bGV/1V3y8pom68Wr7O9T6+UgjNmMowAl5oZYVRShy3LdTc1ISH/4P+y7/34vsTc4UPNb33x+L/m7f6r43cuxnjexY39laNzxsYOPx7qpFf8JOXQyuQhs++5jv6r4t5Ydr/7JNx8vAACAgm+W/sn2v2/5zx//9ofLfkEUPPDwfyp9+JvF8/8xeed/B/8C8M3n9+74b//P3o+6nitZbD0htpUui3UfeuCb6jLxP9v3xR8uvfdFibo4e6NeAKQxhyoT3/o/AJY9oYuQtQ1/6NTVyCkAAKBkDbpzozNXe5uk0as8RfvM7g8vuzqalOFrgZIptR2D3rOr73fE4w32D2+7z+k14fM8eNW4P9FHuWrIpt6fJZxsghDtqyjfJ6e4gGdsPPh3HZ5QNnY6Jm/feEsvjdqGtaPKZGvKct/2vLZFErI299Wrro4m5bIdq2zsdl2+PXM84b2XUp0dNMkAOJfmJx0r2+lE5cbRqcuDlkalLBSoUbKaJsvgZXu0fnKy182a5GbkIXdRJDC+sXHP2LhAKbVdw4Grw7EnERMr6oJdhsIjJKJuRk1v4PaKezIlq9AYne4/fuZYUVppzAH+xLdEAOFnHBCifaFLIJRZTZNl8Kr3nJKK+tnQhiVz0uZU0k232yWac1dnLvXq6sMDa0hJeb3efum2btXVSFbo3nIank24WYTsxEW/Ux++D1Cyer390u3AuaZoDdpJHoUlyZ9dSSJK9HTwqgkVWCwpazANXp26lIUxyxsEIW0envpw2QVOSsrrza4Pr7qPJzv/0kqhsS8RlYws4/cDQPlTsWroRYqf92ozuCl/Q5ibT//TGeCGW/bW2jgAkHV6JzOdl3uZpTluCFHys2uhxD775//5WK8AD+741988F9Fy/R/C/fsCFKY6twva5GZdqkfVNID2rc+sWWrqyppgLaNxMvajobyWwtKlWsYNJVgRonTeTukZa6HpYLN8T0aJLAj8fYHYLkowDA6tD8GLyzQZbZKEUIoOotSY7pTJuca6DhdphgAah9mzKffwyccZusD7h4wt6uBTQaWGjuz2R8FAMTfufHiiTwCAn75aEm3gyzeJ7Q/gfkcrCKzb3kMDgKwzek/fjYHYKl/kM67WYzSAWGfMcx/BLWcbfm1tRknMo7vmBG7UZhsCALnllXR6hK/lvTAc2y4jM5415PzJLigz/yF89v9e/btfcIPzsPfg4yd/GHdabIQAuHda67tHrk8EOACyTN/7q3VZZbUNSIAk+kk/8fD6qyjINoHz9RkbWlwcyIyDpmyNRkdoMyrcJg4/miGux9ZsyskkcCOGBqs71KG5Qmfr1aU16WY+fz7LXhvuj/EQLbQehFqiw4qlRb8+shuPF0rs/i3PhCCradLXNWgOSkXrs5bu2baZuba4KeSGuXlD3BQb3aoHk1L1g3hPRig+6fHbwvG4KWRtQoJ7y5pbuMeMjQsypVZ3WKNWStOdaWhN7+WhalpSUq44pHmlQZXiY5dRvuz9k+21h/7zkb1Zms8KbXZk3aBQl+9CoBRQspqqQ41t2jK8JyO0Ge1UueZUmWeTt+EvCCGEEEJoo8jXJDsIIYQQQmjDwJARIYQQQgglgCEjQgghhBBKAENGhBBCCCGUAIaMCCGEEEIoAQwZEUIIIYRQAhgyIoQQQgihBDBkRAghhBBCCWDIiBBCCCGEEsCQEaHNhr8x7pkYD9xdWhCYGPdMBPg8lgkhhNAGhyEjQpsNM9qq2F9pfS8cIt71WPdXKo6NMPksFEIIoY1tW74LgBDKMmnZIRn4HT+tFwvactE9T+9xB4hVrYek+S4YWs/4G16Pd8QzOk61TOpk+S4NQmj9+YYwN5/vMiCEsoy/5rL8ooce8jIglhx8QdvSpi0T57tQaD3zWgpLTQAAYJqcN2DIiBCKgLWMCG1CoqdUljdVlnwXAyGE0KaBfRkRQgghhFACWQkZWdfhAqKwQDXALl8qfNBRVlhAFNa6ZpctXeADEy5rc62idDdRWEAUFhBFexSHW6wD/tXDOWddqsICorDDF335ymwB4G7AM9ClO1wpLVrK1j7Brvo0N1BLFBYQh11cVrMNmQlmEvHX7o3cXZbVGxZFqLQrPh53K0DgJmy6w6WSwgKisKD4mUptW58nIlFK+BvjrjMtqgOhPInCIun+Wt0Zl/9utNQpHYVYfxluV1JHwWuJerhDy6MdHT5AtzcqnikKbdeRDpcv4jRI5aT1tUe5ahaXL5U2Vp7Rc07lYkyFMOun+1u1B8JHtrBAUlqpbetzzwirUqZ40grcFO1oa1y8IUhKK7XtdMTo7pjHZfXuWr7GZeeMpLRW1zPCRM82udPA10FEORAs/XJRjALwzKht6VoIn7qKA63uxV3Aj+hCt0GjZ8WOFDwni4IfMYwtvhF9J3BD6uI4Z0hcy67EUKs0AJhKV1w40XZC6ATjP+jTvbinuLCAeLJU204H7i/tluB5GHEqhjYh6qnIX6MtR8K768lSxZEO+hqO8kdoHcldw7TfrjdG3sJ8px8qM69cxAU8QwHPkK1r1DnxGxWV5uq8lp1Lt7zl2V4wTo6ekBNrky17i05zRdlwP+A4+ry2n1lcwF0bd1wbd5zp077ltB6k0snT1yEuNa5cxAYm6MAEbbe+6/hXp6p4+Vu5OQqpblcOjoJwo0/740YXB7BLXr7vCWCve/qNnn6b49QgfTzts2vNRL8YUzDr0jyqXrVXGd+4wzfuONNnmrxkkKW5D7gBdfHKjEPZ2lURZ1dKeM/J5xWnvQBiSVlF+bavmTHa7qPt/9jgGulVpp9txGre6Wg5H/UHJON6uVQT8RZ3bZy79oBmIfz/r+6FUnAdrlF9ebUotPyu23U69A5zlweI3Q/17kiHPvInVs4xHMtPdFXv7wqdV9Neh7nW4e0NXGyg0slP8J2urj05vrQh017PtNfTbyvfGJcYQltCrhqmmfPthqjfUUSVtsPpvnqb/XxemJsX5uaFz297f9MkBeDOn6Gn0l8jUdlkHZz03/4ylO29z7w9KhLAZz7uuLa22dY4Z+ZCWzfjVKa/7tQInl/s1/YzsKvBOnmbn5sX5ub5Tyat9RSA1/5ii2M6vWwJRWOn49LVGS68B776cuayU1sCwLmsw/7VqVPaXcZJIbyjYu+udLcri0fh/rjpx40uTq4dvCn8cdL97qj7w9vsh70qkvWcrDWNra5mW29iXowpIER1evvg5QD3GR/aq1+yN0dNlQDgNZ0fT78uaNt3VUYnffkmey90sPibwwYZAOdqtY6knS3z63rFaS95sNPL3fZfGnW/Oxn46jZ9XA7Tfaqf9jFpl3aV+16r2RY1XOPf6dKcZ4FU2S8v7rF54ZMYJ2KNUgngGFiqfOTG3nSAWFmT8LwVfP9ktK99wAjg/6jP9JOu1afVqNExkc7lwAwcWREvLmE9J2sN72BdI0LrQm5Cxlna1Ba9okd2dNh6VFX+uFi0Pbxou1j60iElAIBfSP/LV6672K2tlkvI8M9RQiR95Wx3PQB4PR/FaEfOdrbcp9fTXVHGrvUZz7AASsdIr1YmDhaX2CnXnrvkqAGAEeNAlJa7xGR6+qxeVSYhReE9sI0gS1ShA3Z/1QHLwVFIfbuyfhT8vzFaOZB2nLVWU4sLRU81WH/ZAMBaf03n4ys7abEvxhTsVNqdnZpqKSUSLR3a4oqGl5QAAHfvzaWbMVnT6zihUpRQS/kWV5l+2SkF4Hr8N9LL9O6I1TwC0NB9Ti8NV9vBNrHi1FlLCcCo0ZVpAB0k+HuOW2L8yr0xZQMA8r8e1ZSI4tWQfXqLBoDvH1bVAwxdGAn9/mFGztNQotfXPwIADBfzwhE+6DrevvpnW0rIusHwD7ZJU3ihaXLFD7noo6f7bXYOZMeHZ76aF+5dtVYGl7J9vkDKhRDGHceCFaViVc/l0I+H2cv2l4J1q6z9vHtdX2IIbRm5CBkFzz82uzix6pQ5ybod/toVPwCQbfKS7JZE9DC1ehH5vScAAD6+cyer2YYsCAAAj1Nk+pmnyT/W5wOAo00RjW6U8hU9AHD0+xl9tyzHB658BABiww+Smekv9u5KQjrbleWj4Pf8dy9AhbZ69caKpBVKABi6zmRnRbmQ8sWYggX2ip8BAEWlPMsn/I7IU0ZMVQMAMGziCife57ZzAEdVih2r3pE+dxAAWP/HTBYKOX3BdNILMrPpaJQ3C7eJAYD7OqkfweQ2qvxgA8CIPVhtP/W2fRSkf10hE4kgyg+zRYzLbPSB3HRKn94WZIh8ydl/qorcBkBIFHWh84tbSPl3v/Ce2xIMCevPWl+RhkLsHVKN8XQo06Er19d7VT5CW0L2+zIK73UYzrBQ4zTVgeFktBTciKHBuvQ1z1733BWV13e6T+nLo/weN5YVGiOXRsVPj7tHPd4/eBf7zn/NRCR6Sq4lwT7V2qJ/uNuglJKJO8kklS0AADDTNABIv5tUxxtTaYFp8T+kpPyHFYrqQ4dq5GTkMTGXEuaIhSvLyH7sBwCl9InIdROSp5UA9BTD8gCiyM8mxLqP1VsXm5UX7lyf4L9b1mC5ZNaVRdnS5HdXEtLZrlSOAq15tEATPwnH+KcA4Lq1qdK16tAs3LkOAHD91izIdi5/I4WTllYXEepkEi7mSclqqg7V61WVVMKDmfhiTIW/p9LwPxb/9zUz5gWZUud0GuqoKKkTn7RhC6z/nRGP1+ueYsJL7kRUFFPScjkMex0/radE3VoZFafujrn2NgDAsFE5tXqWoeCpSM+wAMvLnMRpELES18lGN0gNHfqKCaMp4m1JWZMUjP724ya507CPImLcaIX7PAA8VywWVaoMZJ/FNe4/KuF/1+WHKvtBKdwdiVeC88e1oyA9cVpXNh5ZgNxTdhqXup5TLw0KL6WZUeDaeOhVf624P2qSW+znADujvoUQWjvZDhkFv7Wtww9yS6uK2uaKnmbhHjM27lmxiL3+7x63p0peJ0m3mzPj1quVPUm0vYqqdF0N7sN9vh61vCd72QIAsHc+BgCQ7Ex9zuTwMBHDP5kn3m2TbU/8iZUEPur45RXu8F+lFzICPzvuGVuxhAu873F7FM+qJCuKmtLuSkYa25XBUYhqIdhdgg1MsKk3ueUC4xuy+ZIZUZTMxZiKOX71aQA+//uSkRv7JLLV9XnJEqa6VH/Zmky7o0R92kTXmiZGTPtHTPHLucACBMdPpFmqhLihn7cOAdlo1v2AuDERJQEha3MN8rq2Lsvzu+PMjnnv7q3wByqUOqmlrcs9JhX6WahvUO4CCJ78H7McwOp63GB/A7LJ9DdyYnoc1l7NixVZGkU0dz9h+8fDom9nZ10IoUxkt2FaYM4bTT6QnTqrjdPEvFPlWj7o4d5ngcnuirsjVvV+7VBkrx3zxMoRElG7kDP9LcoeL5BVpks3+a+WEk9Eq+uhanoDt0ftRxvKZVT87UkpWwA28C8AIJZQSQUrKzoM3fssMNmtIgF8xtqzESFXEsNEiDixQ2h45iPiB5MpVySx6s3la/+SvTlp/XPefUZd2byiG1+KuyspqW9XSkdB6fhk5dm1rEdXopSLf4Oq1fUfSZ20oXydt1dlGGN3hfP86rPgcDGfudkeb7hYchdjKmQnVpSTv33VdVzs628te7HDH9lumMzYJmHc8petbg5krzm9s18m2F3b5YZLV/2DndqaCkkyDeERBVj6OyFfmTT50wAAAO6Pd+ldHKnqbq2K8xOM2ndI8UM5BQBAyfZVlO+rKC+LV3BpdZMCWFtDvYUTG15SiABA/IgSAKJ08Q73N+hqi2h8X+/itDBLX78c45B1K9L6rYsQyq6shoyBPsNrI0Dqza9JU6gsJESUrKnzdSUA6/r1CJPOihnPwAgAaH7ZbyiL2Qa0Almh6eh1T96M+y2VYrbTVzwcALwg3ZX6FiztBOA+YlLv6y2mJGIAoP1R+vzwH71PA8A+CZWdmSoIUbFce+q0EoA7bxtZqshJ/Sgklvp2ZXIUotpJSQEAvMynWcowQ9tE0pf0umoA8HsDsUcUpXcxpoIgJcpTp00kgM/oei+dvmahTmwlnd1dKumOZIopklTrrW+O+m/Hi7CpXUoAgHSuo2SwI//QauVAYfw7ZbymUpZufl7X7/36pV4/d3Pi3VH3u6PuvhPPrUx0h2MAIHSx7KpQVgLHsVCiVwa7fASXL8DXq7J2dxjOsFBpNtVk8SGQxGJNprAQN2FyuYkWY9ml3o2Cr/14ZJ0rWRy69fp/N55if2uB53ns5YjQmslmyEi3d9Ag1traylNuVw27y6c1mwLLjgEAiLav/NaZoS+40y1J6tn6h20eAKh57ul0fxAXbn84zU8CSGQNJACcsdEzq95h6F4bACjqKqi0c4/pC37Z5L25OAqpblfmRyGCVH4UAFhbr4vJVpZZEicuz8LFmAohrckOQs2yO0QrjxXvH7rwfgaFIf9LVTkADPX0+XIRTtgs7X6QdZpeoeKlmrpgOc8CNHSfbpDEPhWDbbKS7wUjP0r5SgMASP+6YsVIq+Fbq2Jfe3uHH+SWUw1xS5AqMfXD0Ku+X7uYTPec6LvhaJYeeNvPAyywbnN1rTlKrxVKXqUIvvK1qg53eWbCUaDAczfGXe3qaK1PAPe9lv27xeRDoicb6XQnqEcIpSTbI6ZrTrcdjPNdzdKvqQ39tO8GuxRqCDzjsxnNNACQlVJJOmulqBoAgAvnL4QeSXI34D5TK9lda89oNo0UsuWv2SxtfgDQ1CmSHD264qe8wHNTLlOnDQBkP5SmMf6UKGswVwIArflJi2sqdM8VZseth/drRwFk5rYaKvVcgRtq1LT10b4At/RjXuBnvHbzz2kAIKukjy+mzclRSGm70jgKyRShXNUpA+DOqxWHu9w3wjtiQeBujLvONBqifp/lzgLvH+iyDQNAVbk0biVTgosxFb4uZXOXa9TPLKvUEbgAbTbaOACoksYJi2IjqadJABjrc4yyQjBLX59h/x75sZGMKgh3vaBrFAN4TX9Vbej3MuFbjcAz/uE+w+GI2QRTJjW93hR3sgCe/qdWPwB5PHLUdjyi6l5hbt7bnHgiAqnxdLb6GyyuXLwrdDpx59WSB2I8/SVpj5c0hV6NtsrJAuLbRcr2qDMvAuw6pDsaWjUz1KrY/ZAouOoHHireU6kxu/hotZ7caI8p+Fip6T7LUNZmg0AIxZHd4S9V9lOq+F/VAu+yHnFZo71FlpkHWyvSakQTK1vMsiGj73yj/Hzj0uJdDYZqxnIm7b7hSWbrtSw+a0tm1lYm+91p+VFBlDaag53d6rTCZqA0vxz2/6Ta7rNp9tpWvLOrwfVGGkNqAABg4QvXmUbXmWhvkRWm37YtG+Seo6OQ5HaleRSSUqLvfzOgONzHDLUqh1pXval6M8mBwRlaNQpbXH6qTbULIGb9SuKLMRWCu9fo7o36FqV5s1uTXjcA2aHOl2ya817L80XLrgVx+Yk2qr3DkVaWAAAgUrQPmgK1polx65Fx65GVb5JmVfo5AwCQRzt18Z92M/22ox8Aqsya+Dc09tZHcdf0IEkBAPBfCwDLMyL1luasPxCFKP+/Tqv61dl6koxoX4NJZjOtDDepeqeBVGtPR6z6by/ZP1/xhKeEConvLr4WP4BdHRFaC9msZZS9bk70zSFWnb3qdnbr6ivKnwr9rCSfqiiv19sv3py6lG5YA0DI2oY/dOpqgp3NgZI16M6NzlztbZI+kGaOqWdLlunpN9qS6Tgm2lmxauTN0k54Sy9NuyWxuMr6+9vuc3pNuJc9JVNqu0Znrqb/hDSMohxFAAAgAElEQVSy5pz/ktN6tGGp5z4pKd/XoDs3HLg6uuoxcTk6CiltV/JHISWRQ6YoWYXG6HT/8TNHNvuTRbPtAWr5sAlSUl6vt1+67I77FLUkLsZUyPQzlwftJ5qU+0IHF4CS7VNqO5wTt2/a06rADmaiOnfZ3dEQuhuQEkVjp+vDq25jVdo5hkSOlSEl5TVN1sHLM5+0JTObaExkU+/P4geCgsdhdAOERj0nJo05xov4lgggNMXMkpz1NyhWOf5t1H60YfHmnBFCarh41XG0Krj/KVmDafCq95zqiW9FS7xdojl3c2bSaaqvkIV2mlhSptSe6HVdvu2oi1Ie0UE93VxBglhS121K/wxECKXgG8LcfL7LsPHd5/kFQhT3KQ8o5/AoIIQQQjmDISNCCCGEEEogN8+YRgghhBBCmwiGjAghhBBCKAEMGRFCCCGEUAIYMiKEEEIIoQQwZEQIIYQQQglgyIgQQgghhBLAkBEhhBBCCCWAISNCCCGEEEoAQ0aEEEIIIZQAhowIIYQQQigBDBkRQgghhFACGDIihBBCCKEEMGRECCGEEEIJYMiIEEIIIYQSwJARIYQQQgglgCEjQgghhBBKAENGhBBCCCGUAIaMCCGEEEIoAQwZEUIIIYRQAhgyIoQQQgihBDBkRAghhBBCCWDIiBBCCCGEEsCQESGEEEIIJYAhI0IIIYQQSgBDRoQQQgghlACGjAghhBBCKAEMGRFCCCGEUAIYMiKEEEIIoQQwZEQIIYQQQglgyIgQQgghhBLAkBEhhBBCCCWAISNCCCGEEEoAQ0aEEEIIIZQAhowIIYQQQigBDBkRQgghhFACGDIihBBCCKEEMGRECCGEEEIJYMiIEEIIIYQSwJARIYQQQgglgCEjQgghhBBKAENGhBBCCCGUAIaMCCGEEEIoAQwZEUIIIYRQAhgyIoQQQgihBDBkRAghhBBCCWDIiBBCCCGEEsCQESGEsm2B9fS0KJ8pIgoLiCdLte10gM93kRBCKDPfEObm810GhBDaRGZHdIeq7b6VC2Vm76U2KZGfEiGEUOawlhEhhLJq5xPy76ssF6+yX80Lc/P8J8MGGYDP6BjDmkaE0AaGtYwIIZRbwlir6EAXGCeFE/J8lwUhhNKEtYyp4W94PVNsvkuBEMo/Ydbv8THJ1xwqi8U5LA1CCOUYhowpYM7XluwpVewtUvYz+S4LQiifhPeM0kf3Kkp3l5wcFxKl9f7LBYAqhZxai5IhhFBuYMiYPD7gozkAALjCbYY+SdxEn+FIqaSwgCgsKH6mWtczzi2s4eoF1jfQpTscKgDxZKmquYu+lq8dK/jMe4lgSQ67uDwVAm0ggQ9GGAAA4Gbv3Yubkhk4Un8GVM5uza41KBdCCOUKhozJE5W/1KnYBWSZvrdOmu/CZGaBofWlxfsbrf1eBgAAuGsjdn1l8Y86fPfXqAi+M0Vl6lb7UKgAMO2le1tVz+xRnvUnqrPJPsHXdbzdv+arRRuYtPqE5ikx7FJaWxRk7GT8mLFe7aKMg/Y6KrsF4K+5DOq1u2ARQghDxhQQMj39x/mZS52K4nwXJTOBXzeqerwga3Jc/oyfmxfmvmQnOxUkgM9Y25mwlS07CrerTM5R/+yXwty8MDfPz151HZcDsO5jRtf0mpRgkeC3HjP6QK56qWJtV4w2smKl/cPbwh8HtSUxJ85hBhrlB/q+dWpy+IQ8m7PrLLBuc2XJM2rrQJ/tHSaLGSOEUBw4YnprYlwn35a06qXblxbxw43i2j6AJprrVojyUiq/de9ewxQonbdddWs2UEDwn94vP+mVnbrcX9wuUdNQ45x5UxWn3gihJPC+03W1J68//fpFV3M2Z2Pk3+vSvtpKTwNV02nv0pfjmYoQWiv5qWXkBmpD/cZW/9W6Zlcm9XXESFlgWTVTLvDMaJ/hSKWidPeKlE+WKo6NpNk7bYEPjNp0hyulRQVEYYGktNE+ldU6uJkRw/4ioqjSsNZVBZTq1Ip4EQBE0golAMAd/qu1LcsSsfixNV/nlK3lpBdk5tOvSb+15ivfjFjX4egXbPivY/WFu8B6+lu1+/cUh7rVVmrb+jwRV6yvPcotghlQBz9FFKkdN5ZdmwLrG7AZjlSWPbnsPnCkw+XLZLoDgfO5LOE8i5+pjnnZLjC0/vmyk7eqnJN0FuNFPuA6Vlnyo1YalJZLtwNvZhwvTvcpFjvv8gG6vXFp0wYCMe50jPtYZXFhkeJYqCsnQmjr2JaXtX59P35/8SX83eRu8ff9VvXzhneiJZ72emaTXd0q3NARqZpe/C/j69P9pVhy01yenS8B3v0P1dYJAGCtTX2KrGWbrvycC8sI1wN/AACpXLJmVYyM42SrD+Sm1/Wy7YCjXtaecKNP90KjY1lXBO7auOPauONMh+bNS/YaKs5n+fc66tXBsUpy02/PaR5fvH5Y18tFmqGVqae9nmmvp9/mODVIH0+rmdjXVVxqXFbOEeuLIPnjcOSgFm7ouKrHCwAO9W6HesVbpsl5gyyNdQM30dH4E6ObE5efGL78t1VkVq7Wu6wHAIrJwht9mh83Lg774q6NWNVXhO1XrQdXNzfw73Qpz44DAHe20fEXN01l+DQbhLaQPNUycuNJppy7fyeZZMyQMXq8mCHiEW3XcKi/3R97FQDAXWc/z1ruxAPh2EgsEuX93vvprfcBgHz6kZ35WLvAun9htHAgM57VlqzROplft2hHQXritE6W972/Jd0dMfx4Rby4DOM4rLZ8ELNSX/B1VP/I6AMAkJsmLxmSPYKs52RHmp1ltxEqo3Pi5pfC3Lzw+aiOBIAR9m5aWaWG95lLi/cb3ZxEd/Gq25ileBGA+/Q6AMDntOnHjS6oMAxeZb+aF776zH1CCsDaR9+PnL+A2C4K12yuh3sWQmhN5Wn4y/8O/iO1XJ4Pjn6YMEZP+HV42hftW5/FTsl6R0dCOR4dDnweylOYmzRlVkyyutP6WpVkBwEAsJOSZJZbBKK89ZLjqLK8Ru94oynaGOyEbXwR7fjp493nbRyAVFeVViVIevz2A5WKA5WK/XuKHyhSngat8+podgcKxDHjMrw2AiVt3T9bqzVuLeaJucUrcV6Yu+2oWZ3C7zTagzVbZJXp0m1+bl6Ym2cvO7WhU9Br6nVHn3VpxqX9q1C8qH3LGRkvEiKVyTnqvx0c3TUvzH3JXu4Nd1Ad8fjT+nn5rN5xQiUrJgAAtj8i+X7MhGTdoLBi25f+0qpiFMmMF72vV5EQsD7/vC5mk3HKvuY5AIB+mx1U9v85bKqWiLYBbBM9IaEAAO7PzUV8hChrG3XqlfuUOqdzzX7aIYTWibw0RrK3bgRfUOIdCZJyM6F2YfGOpEZkyH/4HLU9cbJ0zDJ+ACCflmSxEm67RNUxqMpefmljBpobe1kg9ZYjazl/kMCPjXuW/uu1m1sJottSTeV+1YyrTU2DWNfRJsvRCYMS8LutoYmNNL/sN5SFLnBRicry+i1vqdEPAP3j3tPK1YOx7nstrwYbpMUqp9N6kIrIWazsca5cQohKGppeaXS1AwAImc8/KtwKjAGAShK58pwQSZuHp37QpXmh1a7e4x7rpU83SDIeoxZu7RFrbWeXNeuHOg6REipaV0lCUtfpqst01QihjSgvtYws84fgi0fED8ZPyX8Rqg6QEvEqgsTyyqrgK3tnl3uGz8U0MXzA7wEApZTKQeYxiFVvRq+rCP8NqrIRvwq+YJ8wuem35vI1jZ/khvC28NzNiXP68vsj1tpSzQCT6xVzQz9vHQLyaL9pH9Yw5slswB/qPNekLFsR/hCyCkXo5R1+dT9kxvZqrckHAGLVbyYdsSc7FGa9rjMtqvCoGqKwoKw9e4W/4fcAQMnTUaOqHBE9q6c/nDQdFDP9jdI/rbV/kOG89+ytjwAAoOZ024o+i3xgahwAXniKyix/hNBmk4+QkWMCwa+KEnGizjBMwBt8IaHijoig6rtd9RQAgK9DufshUehLotSUcWGXinLtbQAoL3kiP/PP5Izg66gsNfpAbnj3YtIdwrKPEFGy+k66T08C61J3xWiPzJJZulXv4kh9/99WYMC4Doi/G3FRhY8LzcRsQ2ZvzbAxfhwK/rPVjz9aqmmz0ROBXIxq4j6+4geAfdJsd1ZJZIfc8NZV94kKcprW/eke5Vl/BhdK8Ke72NCoXBn3Mn4aACqkmVdjIoQ2lzyEjMJH77uCr+SJWnVmA94pAAAgn0j0a55Snrs80aXK2R2cCfw7CwDS+KHrRsO/F4oXtW85Tfvy/w1B7HuhAQDA5r+Rw7Vwf3jTxQFwXYoHV/QNLQ6Ojh8Kz9vS7s1hIdAS9otVgY/wdXiBkvreqsRU06/6dSQAgM9cq41WIc2/01odnFdrabL6eB2m08B85AKA8sceycdPDlG5cXTq3bZyknUf21vdE0gzm5lgLe+h8lU/FEM/6aVUXobBIYTWsbUPGQXvv1wIvtLsey5+kML/+3ioJ2Pi5mDBf/r5Mr0rACBtdHpnszP8ZVn2t/zDAKCUPraW3xG5Hf7Cvxcccyo3vHsxWoewfBC+FgAS9UPYjBYEPun+FAKfdNr7PL9uHyj3IEmFXr3tWTkyWnjPHbpHRB2/v73C9FuzDACAdanVFt+qfSH4/2AL1iwq/6ZNVbLYksGE2mGzgLkeHHqzVj0ZI4n2md3/NmyoM59Wp/kzWfj4Cg0ALz33xKpr7eMrLgCofpraatcgQiiRNQ4ZBWa41XiGBQCQdWqr40WMwrRL99O+4OuEwSVMXzCdDNYJNZnaVdJEo2pS9jnHAAA8/Uh2HxV4P+Bqq1Uc6aBvrPVzlZfHi0nWLwpTNu2BSm07HchZFMKN0hcAoORQedTBmDMjhsOVqmabL7OZTWINaJ1xKgEAapwzwSUn5BEfFfw9jYoDjZbhrI1aBQCYobV7viMmv1O8vyvRA7YF3+nKx8mHxA/s1g4nGPbLDDVKHnxI/GCR4kzCx3bnZrviI54ubwy+Yq0NdZaJUCszP9WnbegKDaSul0c9EQhZW78zOADaa/qrI66Z5W/yfLgp+v1RDyME83QZ9peunqkxfSw7BgDK/EWMAABAVpmc6Q/eClwbBwCpdHX7TbAzEPlfYm2cEBhoVa3xqYIQWh/WcMS0r4NYNhEu+Frlha0RiWjNowW08wPl8LNL93eySfmDBDGNf9jmDqY9rszJAI67dxgAAOYOB0CCwAU8QzbPzjZLdSbt1IKnc7/mDAtAe/yE97I+YqyyWPXmfC7GU4fjRYlu0Kl7Fnh+dYcoIsqUa377qy2OKYCx8ZGvR2+cym4vQIHnGO/5n+vaaA7EWmNDtGHbvPsfqq1DADBOM0TgYgOVzQIkZ8qm1ff5ATxjI8KlrM1j7B9oDs5NyE20OsYaIudPXsK5bSfHOQAAxvGLC9rqyHNmKVeXvo8BAGA9bX2el+M+BDI325WISPFKp6y31QcA3Ihpf5Fp1fukqlsb8zSj6k53j3pU51ngXJqfPPHIu4vBk5iSSuG8HwC482rJeXWMDDIQGpXHMCzAThB4Zmr0go2rcjSv5WwDGeLZj/0AIN9FrVwuMB+PA0DFruh3NmGio1LdxQHQY1eIy5d1OM8OQltJnuZlTOCz8JBqABCrXtcr4tcaCuN0aLYOccOfP5eTr7tiiRwAoE9VVEAUFoiK9ij1NibTX9mCcC9cUTTF5mSYd3Ss+5+Cc9oFrLW7xeRDEX9H6Cjt3ZREHvoW4fq96fafCpt1qVa0sH9HXLRH2UYzZIVucDJGzCQSPxau9hsd9+diUENCOyXyUJ0M2+fLdB8sIRa/nsWi7XHP38LCpV0jFsX/IbWUKylK0NCfo+1KqETf/2YDFfWtXUrrP59TxutOJ1aeHTQFpzn0GWubXUz4DWnNiSjPCCcrTMamDMq6jOhhqgQA/KY/LSAKC0Tk7jK10XU/Zxdw7IemEul3uo01xiXgHwMAqfSxGCHj/cU6XD97F+sZEdpa1jBk3CEuTzapEHx2G/lUlc55yR57Ho0gftRlCbVjNVXlqIJEVGX6fafqKTEAACkpr9fbL16112Q4FEak+NmwrkwMZIXuraY8Py0wMZHi573aHE0pQkrKa5osztHA1dE4kzJKm89a1nCe8Sh2VJlsTVnfB9KXz1lrKABKcbRXE/8EFlXp3tKXk0A+pbKeOkTFzVX7q27lLoBdVTpbQ4KzKzfblQyqpjdwe9R+tKE8eHGBWFKm1HaNznw4qC1JdElslxveCLVPc+fV9e3eUAizU+n4cNLaWCUhAQDIpyo0xkH/1VHDvmyNXZNq33DqKqngFshqmizOyZmjkd0Y1rHQ2Bf5E6uedsgx/ikAqJA+Hv1zooN6urmCBHF587AWJ6hCaIv5hjA3v0armnWpHlXTAErnbVddtHt3uOU6ZgKUZ6zrcJFmCKBxmD1blZfx1b72gjIzQElntHb8NRE+jbVvfRavBXnD2azbhRBCKEvWZ8M0WocEbtRmGwIAueWV/MSL/FSfzQ4Qs7Nj7gms295DA4CsU7OZ4qrNul0IIYSyJy8PDEQbCjdiaLC6PxoPcABkhc7Wu+Z93v32A60XmHHfNABQyq5By5qHNdw7rfXdI9cnAhwAWabv/VWe6jizbbNuF0IIoaxbw4ZptEHNulSPqv0ypUJ5WKNWZn8Co8S8lsJS21MVVZUq1X89VL4zDz2ouIHaYrVfVlP1Ql2D5qBUtFl+am3W7UIIIZR1GDIihBBCCKEEsC8jQgghhBBKAENGhBBCCCGUAIaMCCGEEEIoAQwZEUIIIYRQAhgyIoQQQgihBDBkRAghhBBCCWDIiBBCCCGEEsCQESGEEEIIJYAhI0IIIYQQSgBDxs1rgQ/4xv1cvouBEEIIoY0PQ8aNYNalKiwgVvzVumbjf4ZxHd4jLa2UF1U7pqMm8FpW51lg8eWg8AghhBDa+LbluwAI/GdL5ce8AAA1zpk3VWTMhJRs3yPfCr1+RBT/0PHXvcMsAABcYfmoKQjRvory8H/Yj8YD67s+Upj1e/7wvmeM5iv77TXifBcHIYQQ2lowZMy3uyOOv/eSMvnDPq//D7fuAMQOGRtOv9smSzJbUcWhjip32xWquVf1bNQUUu27o9rQa9Z1uEgzlFrB1xZLH9sbLKFyX77LghBCCG09GDLmmd9ptHNyy69e8z/v9XM8LwAQWcmYkB0dDhzNSlYIIYQQ2uqwL2NezbosbX6oP6qppCQAALfYz/NdJIQQQgihCBsgZOSv0ZYjldKiAqKwgHiyVHGkg74WvXceAPDTI/bmWsUzRURhAVFYJN3faBnwcgsR6XwdRMTgj4ghIOEBIoddK7r5zYQHo6xanjLB13+GBqnlb5QiEFPVAEAzn2aQ392Au6dFtX9PcWEBUbi77IjNfz+j8uXf0mFaajen1UXLj5dqgF1KvzhOqN0LADAzYjlSKiksIIr2KJttvrtRc+5YPuaHG6glluew3ALr6WlRle4On1q1up7xKKdWmDBlUz1ZQDxZa58SMtkHCCGE0HqwzhumBd/p6tqT40uR2bTXM+319NvKTw3Sx+Urm3AZ97HGxrPLEgMbmOgzTfT54barbsWACf4uC2liXG1qOt0PrzB9ocPsh/pBTQkAEMR2AIDApyzI0hvbwbqa9yzrj8j4+luqScmNUxXZaejeWNgv+Bt9mh83uoNnAxdw97a4acb9x87y7WllOENrq2qXjT1nAxN0YIK2/2ODa6RXWRz5Ab/91RZ6GgBo3ckLiosNVFqrRQghhNaJdV3LyAwcWREvLmE9J2sN7yyvaxR87Wrl2aiJo5i7fyfdIv28NTvDRATPfzO6Q1WMACB++DEAAJZPv0aKKG6yXrzK3psX5uYDPVUAwE1z97JS2A2HdZteDceLi7gu6xCTTm73vZaf1Eafq2i6T/WTLn+UN0Sixchf/F1ROmtFCCGE1pF1HDIK445jwZZfsarncjASEmYv218KfhWz9vPLQoIpW4s51JIoe6134uaXwty8MDfP377qPqenIurZvg63J2rf+iyYcsKYRJFmadOxDBujw6YvWM+wUH9CUxJaQJIVAODh0q7+FCs7urWVEhEBACAO9o1cU1Emelz515HytI+ytuDREeZuO2pCy5TO2+GF88Lc/Kr645Bhm90H5Eu9fm5e+Ooz+mgojXsinanNmaEOky9UHjp0an05czE8et3X5Y6yYZTmN5OW+ory+s6JdiWGjAghhDa69RsyCu+5LcGv9/qz1lekwUgIdkg1xtPKYIqhK9dDVXKC53fhmp4aZ39Xg6w4FCQSpKS8vtNSvTqq4GZCbcviHcl/m7P0yeYsBYy8u9voBqnpFcXi6r8lIgEAPmKysgaW8QMAKZXEnrJns5OZB882SEQA20SKv2gILRTSqMRlPAMjAAAgtfzSrAidWgRZaT59IpiA9XzERPncDrnu3Kj7nF62I/V1IoQQQuvM+u3LGLg2HnrVXyvuj5rkFvs5wE4AYJkPQpVzuleUVOK8+S9CyaVE0h39+Hc6Ws6zACB7vbPiWKsl2c9FM9XX0ctCzekG2dLqye89AQCQYGrGJPGBqXEAeOEpKtOcUiA3zM0b1nB9cUkNHXrZYrfFH5iFOXOaOfHX/WPBV37D3oKoG+jhWAAqzfwRQgihjWD91jLO3Y/WQ2yFh0XfDr5g2dCXOoi2JxMDMoFQI7aESnKoyd0RU5ONAwBZZ3fzc5kNKOHdv+7ygUT3UnkhvwwQMgAITs2YKcZPA0CFVLJlW0RfqPpBlob9fHUvYV8BaVJnHUIIIbSBrd9axkXS1y97m6VxkxBAAnAAAPz9JObCng14pwAAgHyCSqpC74uRfzhu5wBAbupqkoLfncyHYpnqM/WyAKz1xSJrlLcXq04zMBPwcwAgpTLMZ+v5OvakOQBNNNet2LJBOEIIoa1t/dYyksWhLov+340nqm+kpKG0YP01zSTKmf/38VBPRqWUSqYoQy3aMywAyE6d1T2bYX0S6+psjbs5mU3NCAAAwsdXaACofjpy3E8u5WD4yzJLXQgWsjHNIUGEf4Usy23GZWqLmEBp5+JIorfd78WcEBQhhBDa3NZvyEjJqxTBV75W1eEuz0y4wVbguRvjrna1dmixwVAk3xce3zCkVhyx+WbCabmAZ6DDMrzUtChMu3Q/7Qu+1ux7LoU6I5n59GvSDGMwwddnHQKQdXqXjfkN/910VAMAsHczjUvu3b0FACClqAwzWkdCkxABAN17wXM3btpk7HiYCr3quzDEAgB/rU9bpY42vElafjw8SL+pzjDg58ITpAs84x+26Z7vih4K3/Vaj1SqVk0hjhBCCG1M6zdkhF2HdOG5UZihVsXuh0TByqoHHireU6kxu/hlbYiiyiZTaMoTYPpbynZ/J1izJSrao1Ab/aEAknUdLhA9GQ4LyCblD5KPGFcOp0gT4/qF0Q+g+VlDtIb28GzebKYh4x2OAQBgWA4AFgTuxoi9uZWezTDXhOSGKHHw8r/wrDRpIXdWhV75jIqdMZ7+krydEnloeiPWfriIKCwQP9MYfeZFIMo15tCvF27cqt5b/GBo1SJyt7y2xT4atdaTcbxcaugfp3tbyk7QWDmJEEJoo1vHISMQ5X97yV5PJZdWanhjWJsgJGGZPyy+Fqte1yuSnv1EeuKsIePhFMKYzTgKUNKprY4aqoYq0jKYmjGE2vUcAEB/bXFhAfHt7xTvqdb13troD62jatpMmYScq0kPtapWd2QlK0y/6VZGpt3V4Hi3rTy1cew8v3gYP/0CQ0aEEEIb3XoOGQG2SzTnbs5MOk31FbJdwUViSZlSe6LXdfm2Y9UczsVV1t9/5h3s1NZUhGcjpGQ1TRbnZHdNMKUQHCJDPlWlc16y11HJFoPUW34mz7hbIOPq7uIAlD87FGssT3A278ynZhQdNE90qII7gXyqQnO0l756TrXRh8JslxsuXnV1NCllVFbyI2ucly91aoK5kRJFY7f730YN5d+Nmli0z+y+epPualKWhU+uXfLyer3VOeqfjVp7KtX+qlu5C2CX0tpxKDslRgghhPLnG8LcfL7LgBKZdakeVdNgnsisbTc21nW4SDMEpsl5Q25WgBBCCKENbX3XMiKEEEIIoXUAQ0aEEEIIIZTABpjKG4X1HT/g+VbotVTX16nI6MGCfvuB1sVJCNmPMioZQgghhDY3DBk3EMY3xoRfP6CJ95ySZAj82LgnwzwQQgghtDXg8BeEEEIIIZQA9mVECCGEEEIJYMiIEEIIIYQSwJARIYQQQgglgCEjQgghhBBKAENGhBBCCCGUAIaMCCGEEEIoAQwZEUIIIYRQAhgyIoQQQgihBDBkROveAuvpaVE+U0QUFhBPlmrb6QCf7yJF2hCF3FD4a7TlSKmksIAoLJK+2GKfYPNdIoQQ2tLw6S9ofZsd0R2qtvtWLpSZvZfapER+ShTFhijkRiL4e+qq9SPcioVi1ZuXHTXiPBUJIYS2OqxlROvbzifk31dZLl5lv5oX5ub5T4YNMgCf0TG2nirxNkQhNxJC8qy8orl34pMvhbl54avPvD0qElhX5wV/vkuGEEJbFtYyog1GGGsVHegC46RwQp7vssS0IQq5oTCOA7u1Y0rHJ4OqnfkuC0IIbUlYy7gx3Q34JvzcQr6LkUUC65/wMknXyimL89BAKcz6Pb7ky5ifQqYgxX2eC/wNr2cq+U6KTzyyaeLFdbDz0Ya0+W7+aOPAkHEDmqU1z+wp27+3+MU+Jt9lyQ7Ba3qmSL6/VLLH6BESJf2XCwBVCjm1JiVbtuL3jNJH9ypKd5ecHE9QxvwVMgUp7PNcYc7XluwpVewtUvYzCZJOj9NjQB4vL1mLcuXeOtj5aEPafDd/tKFgyLjxCB+Nu4LjAkZZLkHaDeLG++5pAADgbvH34iVkBo7UnwGVs1uza00KtkzggxEGAAC42Xtxy5jPQqYg6X2eM3zARwdP4D021iIAACAASURBVCtc3Nq2+15LQ6NbZh5srViHo4n4a7S1uVpaVJDCYPn873y0IW3Cmz/aUDBk3HiIHzRYayggJZo3D8nyXZjsKHnB8IqEBErZdVRBxkzFjxnr1S7KOGivo9aubGHS6hOap8SwS2ltiVPGPBcyBcnt81wSlb/UqdgFZJm+t04aM9X9gKO51sSoHG+0ybavYemSwvvPVpc8U2voHQkEv8CnvQ5zrXSP2jUT93P53/loQ8rVzZ8PuI6pLT6s8UYJ4PAXtDEwA40K9Qh1atB1XC7Kd2Fi2RCF3Eh4r6W21vRplWOkV1Wc78JEEEZbH3++iyOrTG90635AEdtAuEEbXq21+wAqewMXG6h8lxChhLhRY/2rHR4OqDqn26mi8l0etJ5hyIjWP953uq725PWnX7/oal63Ex1uiEJuKDMubZXasaOJfqNbsf7iRQAAEHxnO76oNq8o3lSXfG+rH6SWy5d1m6TrJdqk7nqtzWrDEAO7lBbbWV3Z+h6uh9aBrdowPetSFRYQ0f5UA6vGb7Kuw9FTEoddq3qTcD6XtblWsX9P8fJkRXsUB2yZzCfH3xhxmFtUB4JPwgj2lxpnMshwGcZ9rLK4sEhxbCRLGSZLmPW62hsVpbuDu0jZFqMACwytf77s5K0q5yS91qGYwPlcliOVZU8WEIUFxc9UG96JXsZcFtJrKSwgCmtds1nIK9l9njsLfGDUpjtcGez5JylttE9FbwvjP+hS/pl65HvmiYtZjhe5gVqisIBo92YjM0LWbF5dvJLnFAAAfmHlluV/529OwQsk9l/EXRoWWE9/qzZ8ly5+plLb1ueJ6Bjoaw/msOLSYwbUoXt7kdpxY+kAC7NeV0+rdvEWXVggKa3Utrt8Gfc3zNnNnw8MtCqeKTUMgbJjdObqYMbxIuM4sLi7+MBwh3bpVHcF7kf/jDBlUz1ZQDxZG+s+gNabbfkuQJ4IXyc9uwXLfpxMMsatVyt7on0PcQEPx88lXbTVfB3iUuOKJdNeh7mS3XmTrqfSzjWIf6dLeXYcALizjY6/uGkqW7OQzGt9tNS0+D8u4D5TrZNE2SJu6LiqxwsADvVuh3rFW6bJeUNO+3L6uoqX7Xnu2oj1RZD8cThyUEs+C5mCZPd57nBDR6RqevG/jK9P95diyU1z+erzzmv/01Y3AHDGMnLlyV/jnHlTtc67/0W7ivK/8xEACDf6dC80OqaXlnDXxh3Xxh1nOjRvXrLXUHE+y7/XUa8OBqBy02/PaR4PH+dZl+bRZac1AAAwvnGHb9xh7zP9dtggS/e+mqObPzduaao3vcOSZW30v5mz1JuWZccA4BFxYcDx8n7t+XDNCxdwn1Ff+eqBqbNVEX11/PZXW+hpAKB1Jy8osCPHRrBVaxnvsp5kkwrCVBKJJvoao8aLWUAoGjsdl67OcF8Kc/PC3Gf0UTEAuGez8MhdYrsofLsQi0RrWYVHEHVmx+RN/qt5Ye5Ld/a2KJu2ESqjc+Lml8LcvPD5qI4EgBH2br5Llb51sM+JR7Rdw/7ZL4W5eeGPvQoA4K6zn69pEXJulvEDACip7y1fug52Pro7YvjxinhxGcZxWG35IGZdl+DrqP6R0QcAIDdNXko2CuTGTb+4wKRc0EXZv/nz7xnLiipN77CS5uGpS9mKFwE4NgAAwNN/t197HspPDPpn54W5efbdNikA1+v2RqmkEYkWazbF38XO3xvCVg0ZF0K3Bunrl4W5eWFuXpg0x0obSlrS6Q2m/MSpjEgz9V5HqAmiptsb/EacmxfmbjtqMi6qTE+f1avKJGQopBNJvp+1B4oQZW2jTr1yn1LndGqj9bsKteLF/otox0+SVOdsU8koYhsAENRjT8RKR9YNhnfm6r+c1949q3ecUMmKCQCA7Y9Ivh8zYT4LmYJk93nukNWd1teqJDsIAICdlCRmQrkhxv4U1n0Vo3+ohwaA+sOKFbOO53/nb3I1zpkVp8qkKSKJ32m0B2/TZJXp0m1+bl6Ym2cvO7Whi9Rr6nVHb32acWn/KhQvat9yRsSLhKjOvCywmxfuBR9xCQAAo+P+tJunc3DzF/3APPy/OhUkBM5WV+tjNhmn7P4XLABAn70XVD2XaKNSsgMAQCR5ggIA+EKI0tBGaX4zaamvKK/vnGhXYsi4IWzRkJH79HrwBUUm6sAxywSCLx57+OEkcpbKn5PuyG11HfcxDVl7sgghqet0vTtoqZPkb8SGwHw8DgCqx6m8FSEh4VZgDABUEirfJcmOdbDPg7Vx5NOSTfNAFwDB19FyzAtQZW+N8xW4Dnb+VuR3W0NdyjW/7DeUiUNRWInK8ro5NMlT/3iUyrD7XstPgg3SYpXTaT1IrU6wU2l3ti0L7AAIkfSV1xpC/xGE7D2pJSs3f9GzevrqZctBsa9HLd3b6LiWjWcQhRvuyMZe6yvLvk2CfcDIJ6ioP/V2yHXnRt3n9LIdWSgCWgNbNGS8MxNqRKZ2JPptc/cOE3yx44HC2KlKftAWvCL8f3/GMcVm8R4RgbnuAwCxdE2Clzj1Z8E/V13mkWvAPwYAUulj63i83g2/BwBKno5+48umVd35gx3gaM2jyxdmPhom//ucD/g9AKCUUjle0aqa8uJgrzNz6Yr68qyMhgnVRYkTzeKe/52/Fc0GwrV9TcqyFbd9QlahCL28EzGzOmN7tdbkAwCx6jeTjpiTrQqhsY/PFC1euZYsFj5cmKzd/EVS3VtXJ05VkdN92mf2qnr8GYaNHHMFAACUna0r+iyu2WWO1sbWDBlZJhBsTpWKE9UI8p8GeyYB+b2H40SXRFnb4KkKEgA4l3ZvkejbwbtGkWYoS0VeKtB1/xgAlEu+lzDpBsEx/ikAqJA+nu+SxMZ9fMUPAPuksdtSN5R1sM+Za28DQHnJE5ukQWrGpfkztYsTq3ouJZjFfR3s/K0tSr+58NcAzcTsaMPemmGjd3W877e+uLu4VG3opT3Xctk/Ncs3f5Hs+PDUu23lJEPr95a82JVJ2BishSGPNylXNhpstst8y9uSIaNw3Xs++Oo5SaL5O25MvR18UbErfpUAITs+OvGWPudd16b9b8PaVHetlY+vuABgn4Rax5MZMh+5AKD8sUdyX8ZV3fiCXbKUjk+WLxxUZdiYm/99zgT+nQUAKZXzmrZVNeUzwa7IxskV9eUnMusiFo4XFa9ftL+SqI9H/nf+Fsd+sSo2WppAY9WgJQCgmn7VryMBAHzmWu0AE5Eb7z7xvOEdFgBkrzmXdWSP0pkyUzm4+Yv2md0fjhrKxNw7rfLnbYE0swldzofKn1t5UodqZ9bgMkdrYyuGjMJ77gvBV/UViZ7R4X+fDtVHJmxF4obUZS92+QCg0uz+5MusDX9ZiQlc4WDtqrtyNvxlCRPwAgDIgr2k16dgexDIN0tPxvzvc+GWfxgAlNLHNn7ctKx+MZlZ3PO/8wFgQeD5JGfCE/ikk8J9ns/WcIqse5CkQq/e9qwcGb30jUA+/Ujkj7HtFabfmmUAAKxLHfFUPeGKpzd4D1Q2/d+qpY7sM0wmc/FGlaub/44K07uX6RMq0+sNaeYcupxV8u+vOv0Z/3nYJJc5AoAtGDIK07TB3BWcW8vyN3FHaS3wnvZmQ3CGnZJD5fEf5CCM2/TBKbsqrK+3le/M0RUiMB/RAKD8fraqu4TAQKvqQKNlOJCvqVQ5bhwAlFmKxoQpm/ZApbadztpIQIDwlGPZKmP+pbLPGXdbreJwi/29bPSRX/Q5xwAAPP3IOn2sS9KWt0cnrF8EgPWw82do7Z7viMnvFO/v8se/7O97Lft3i8mHRE820om6zzJDjZIHHxI/WKQ4kyBXAMHf06hY49sO8XR5Y/AVa22os0yEWpn5qT5tQ1doIHW9POptnpC19TuDI6C9pr86suIB4vfuhX80e90eRgCABd4/0Kr4s9UzNWYs6zf/ZbaJFcbIkeBJi9XVe/q6FwDIp2O25t31Wo9Uqpptvg08ednWsqVCRq+lsED0ZK3dF/qvYe+yCrPwjKm0uog47OJ8HcS3H1KYQ53iZX9dIY2bNT/qsgTvOpUqRQ67KAU7zmdt7Isw0VGp7qLH+ky1anu06SdzP/yFD87NwMywAAACz/hcFnVXuj/Q/fZXWxxj4w5zbWXneNa+jcJlZBbLONChOZv1SoQ1k8I+59/pUp6hPUM23Y/qY0xol5bQqDLmDgcAIHABd0+LYXijzVMYihdB8frFzhqxwK8WbRhc/ne+f6A5mBs30eoYixeMcqM9pgkWAGC6zzIU/4T3u/R9DAAA62nr88QPcadsWn2fZ6zPVLvfMrFmQaNI8UpnqOMQN2LaXyQqLCAKC8R7G0PPhyFV3dqKWEETVXe6+yUxAADn0vykw7f4i5SkpKEwk3W9vFtUWEB8+yG5uivycTIZy/LNP4tCPf4jWmEEJuABgD9/IsZkI4zj5VJD/zjd21J2gs7qryKUK1sqZEzB/xeehQcAQGY+/XL8iJGhf90XfKWoqaByVqpwx/kXpPHGY6ZAuM+H72x+9m5e6hlF4sekAOA/uZcoLCAeeEhSqjYNRJvDKymURB4KYbl+b7r9ciLL+DBVAgB+058WEIUFInJ3mdrour9xn3CVwj4XfY8Kd88d8fizF9IVS+QAAH2qogKisEBUtEeptzEbbY/6zoceBuI+treYfEgc8Wf9IPJD62DnE0sTKIu2x6tYKiS+u/ha/ECCTjxLuZIiIn511U6JPFQdxfb5snaZJlai73+zgYr61i6l9Z/PKeN1ERYrzw6agsfDZ6xtdjGh5dJDrVHmCiXLzKbXMilrhOzc/BM9X7Gww5d6prHGuASujQOAVBqr7yXPL57Un67uX4rWpy0VMorF+5JOG5rrm5LVd0681SbbHjfx1Nv20eArperPqXSLl4RQx3mpJEvDz0QH9XRzBQni8uZh7b78dDeRvux0HK2iAACAkim1Hc6JT9IeRSRS/LxXm/2BQVLtG05dJQUAAJSspsninJw5mrUJ1eMKjobJeLzLSins8xJ99+s52FJRlen3naqnxAAApKS8Xm+/eNVesxZ95EMV5xmOd8lA3ne+9OVz1hoKgFIc7dXEfUbo4v1BUtdtivswPQCp9lfdyl0Au6p0toaIJ0CutKPKZGvKy/g9qqY3cHvUfrShPHjugVhSptR2jc58OKgtSXQD3C43vBFqn+bOq+vbvcEvCbLGOfX7bu1BCRnKsME0eHXqUlvF/5nVomf75p89obEvEZWMLOP3A0D5U7F6SC6eM0prxyEqRiK0rnxDmJvPdxnWDOs6XKQZivOYWq8lOA3een2Orf/MXnmbnzROzuTvC2/dCx/lxmE2ylNNUep8HUSpEUBquXxZF79HL8q6zbrzZ12qR9U0gPatz6wH8TJNDG/+aD3YUrWMG9yMy2r1A0j1B/GWEYvAjdpsQwAgt7yC8WI23PU7em0AQDaaNZspZNkQNuvOF1i3vYcGAFmnBuPFZODNH60PGDKuT4z7mFrbM86EZrcQ+CmX7idqFwcy49moD4Pe6rgRw4FKadF3ip/v8JEVurecm6pKJh/8PZWK0t3Ezr3a8yxV0z3cjiH42tmsO597p1Wxf0/xA0XK016yTE+/oY/fSXxLwps/Wr+2VMP0hsGNttY+3xXZDZmqH3SfU1JrX6D1b9alelTtlykVysMatVKKTyzNmK+9oMwuKVdUqV7Sq8IP5EVrY7PufG6gtljtl9VUvVDXoDkoFW3Ld4HWH7z5o/UMQ8b1ivO6ft3n+N2I5xoLQMlqqg41tmnLcA59hBDa1PDmj9YrDBkRQgghhFAC2JcRIYQQQgglgCEjQgghhBBKAENGhBBCCCGUAIaMCCGEEEIoAQwZEUIIIYRQAhgyIoQQQgihBDBkRAghhBBCCWDIiBBCCCGEEsCQEaHcW+ADvnE/l+9iIIQQQunCkBGh5My6VIUFxIq/WtdsMp9k6SN7pKWV8qJqx/Sqt7yW1XkWWCKfL7uR8ddoa3Nt2ZPLtvGwK53g2ddBROwr1QCb9QIjhBCKCh8LjxAAgP9sqfyYFwCgxjnzpoqMmZCS7XvkW6HXj4iSuYDuX/GcD0Y2I+xdgF3L3yNE+yrKw/9hPxoPbKqaSMF/tq762Mim2iaEENqqMGRECODuiOPvvaRM/rDP6//DrTsAsUPGhtPvtslSynx7haZL6dZ7iVfOqlZ/Uqp9d1Qbes26DhdphlIr+Lo2ZWvBeBEhhDYLbJhGCPxOo52T6//2NQkAcDwvZDd7QvraYGDutr9HSWU34/XNP3Eh1MYua6NvfinMzYf+4lXixiZrW8xhwpjVgiKEEEoChoxoy5t1Wdr8UH9UU0lJAABusZ/nu0ibwtwX/uALZWODopjIb2EQQghlCEPGrGBdh4P98Tt8ySxf4AOjfabmWsUzRaGO/EV7FIdb7KMMvypjgQ9MuKyrUh5oNPSPrE4aHhywekBAjOX8jRGHuUW1f09xaCRBkXR/ra5nZbaLAz7avavKxQ3URozVCI/kWDW4YSacyeLyKONIIv/CI0sWBz1ElCFLBF//GRqklr9RikBMVQMAzXyaWZZ3A+5+o+5wZXjMx+6yIx2emayUNiWM+1hlcWGR4tgIs/YrB/bWjfDLbbHjRYH1DdgMRyqXxsc8Wao40uHyZTyuRWA9/a3aA6WSxQvnSIfLx0avQeYDdHtj+CrbXXag0TIcWH0xIoTQ1oZ9GfPAd/qhMvPKRVzAMxTwDNms9YPuc4vNl6zr5YjObVzAwwU8Y33WkyrHvzpVxemVoENcuqptjw1M0IEJ2v6P/397dx/bxnnnCfy3gGFPEG/Dor4MCwf2pC4Suj5YTLMIGbRrkRXWouJFxES3MmNvJSpZWJQXlSl3Y4le5EieUVNyUEtytxblNhGlXce0uk4oLxxRvnNF6doNaWwTSqg3jFDHIyFCOIaD0jkXGXv9x/0xQ4rii4akXp18P+AfFPnomYfz+pvnbRr8w73m0rLNgfc76gJLldlyuH7O445S/aC1jIgYZiMRUeyTOOnUpeYYbt+8yzXvEz7S7zTF1bGLDdwiSlqsxKVO86lRIhJONfr+espVviL1fBEPk7lrUaBuC1M396dr/F6b3Kcz1x5+PRy6Hg719/iODQaO6Ess9HTAVlU7b3y6EAv1O0P9zrSly8SIx/w3ztDcjQ4fudIXudLXU+4efNuh21haCQAAvmxQy7i28P3NvrHCetIJ/tZfji5xpzsiut53aOmy5c//z9Y1PZ5DDP3SGZSrGIlI/c1vExHFF9eZkalsah8Yic7cTNy9J969F7/YwhLRSHyFB4IwG1XJLoNqleqBaxeOh17z+DPnJCoQ7/tRbdZ8RnlM+23z4sU5wpiz9ugw6hoBACQIGVcDU2XrHAxP3Uz8Se7On5gaStW79EVicwlVFpcUfCRTirdvhk+ZpW+F2du3Sy2BqbHbf3Uq/lky28+mAkf0crb94VhG8t/zpYQ7swHXq7lm4Nts8adGQqQPZXCOz42QuDto2VzCIot0/VzXyTjVH7WWyR+wrJGIQsJiWkX19ovd9r1GDSuHaSrNU88utqClYModIwMt5gqzfWDAVpb9farXhFLfgGUtZGoPl7f75/GrvcnRMcOhaEkbYjYcHJHemb2Tn6cOnOnJEZ/TwsxrWRFDvzwi7aPs/t7w7Ofi3Xvin26GT8tFEHr7gsu/EgAAHggIGVeB7vBQ10GzdqsqdfVitlZZG5OB4P1UFZfafHqgTQo+Ute5+4n4J9J1VG3Zoy9l5CkR6VoCp5rMZZwq1ei2kTP93cFkCeiu9OYbLCe9uXDacz6aqnoTE/yHMcVgNR54rbmkKZvzcO9Ki2a2aHfX2k/6I4vKPxHsdgZJ63rFpEp+9JBUMVdaiJzPJx8GiKj68RI3VukYzd4O/7uD7Xs1K1fHODeuecZXI39mHphJuxlIbxdO28OTZVaVNTS9Iv8h3i+pDA8/kuxVEOjznovMilLG7JNGy9EB+9NpKcX3gieko6mh+0SDdhNDRLROpX3lf3VUyzlEY0tflQ8A8CBCX8al5SzfUNj8H7diwUt9gfPvha6E+QUTRo6vz+z4SESsxtI24K3J0d8uo99YXvcTsSvv+C743/vNaCRfEx7zlOGguut0nCjsrXvGW0CuKYlLnkNn40Ske73D+GprezH/W4Bkz0vHadvbA117uFLymOjz9Map5kSDbi6gYh/bTkSkMDVjcfhYmIjYv9BwS5ThElFb3rpnWe1CEJE4Gw6cPxcIjr43tkQTmauM5sNq78k4EUVON5afbmR3VL3wty+Z95gMT6rmpfwoGpLf9Vk29+XMjL+VICq5YysAwJcHahlXAX/pUPnmneYDnT6leDGvjSomwWeNry7Y9LD9B49qn2/s6s8fLxIRqUz2U9ZtCyTI49awq6lHICJdR3fzs8tZxRX2vnio0F5r8ySCb3RGSGPfb9iQSEOMjpZ2asZEbGKUiIzbEHZkE6Onqp/81i6royewVPEiERFj8EyOeeZmwRSuDXsddaadj2qe94RupS9fjCrlpd74wHUDBQBYFggZV9xEZ/2LPREiYqtcl6dSnRSnB8w5k+uO3ktv1BM/m4kOOnTXwz53rfZ5T7SUyCba9cNqb4SI1KZjI7FUd8aPc5Vgq9k7ORM802Kt0HPyR5yupsm+X5s//z8O/7TRKxCR3tXZtEC64qT3dLx9M3bZbUr2ePNeUrzuZ5noc/XGiWJdL25Rs4/OvXa1RoiWdGpGPhogIq322wgZMyUutcqPE9Q1+a6mujMuyUzdKt3hwdjtm9HLA+2NVZpkjTE/4jS92JljdynrCN+df6AlX117VNnJAQC+ghAyLi332LzrzVx3rhT+P4LyVIY2R1s5l+ykKPIxvqAlbFRrqpuapGwjTv9vM2PGjH5j4nhWq/b1D5IlaHIcMXLJ7owi/2HuEqxTG+o7vO+Ox+Q8p8be6m6p5PKW8MIh28k4EemOnbI/vTw1NIyKK3e4/kEOR6N3ig2c4/6O1gXDzEVPzZgyHYsKRGTUPrlEGS6ZVR/+IkZ/0yPVLJr/3mEpS3Vn5G/8fomWwKg05Rb7qaHox3MjWigSjKaqpdWPy7dJE++EJpZooQAAX1IIGVda4rMP5XfBUamNTJwd7dq3s/x4VgwzG7DVtfqGwjEhMTcO4E48et7Ts5iZaxLxZAmGR8cSRERiPHSyVvsDT/GVdfnp3CcOapcyYPzii7Q/xMT0cOBf5fKaNhdXgSdG+rouEOlyVixN+aqJiOK3lmZyFfEPHwSIqPopbhWaN8XY+VbLc43tQ2tzBEcikWyKfm8kxItERIkJf9vuXYt90PZsoK250z8WE1LdC9apNNpnt2en3Ko3VUrvwm0v1XaN8cn/EBNCLHTeYz0YwDOyAQAkGP6y0rgdLxD1EBFFnKbNC7fAiYnznbbznXm/Z5sMZcVHItu0LxB5iYjCrt2Puor+/0Jo2zwtSzwH8olK5kSuz9kmW3HDX3j/T5xRIuuPG3I1midn844niJagRTJ2bZRWaeyLOOaprOsUiAJXPmCuXrVnzrOz6sNf1JxWS2ejRCScrdOcVRi0lXMcWNpgL7Pv49TETCLf29rV25o7ozKTdq57Lmc51OIc6RSI6HqgbXegLSNxzUBHYT8GAOBLD7WMK01V0eDSZX/MWY85cndmzIc1tvW5TZtKKIHRekyfowT17rbq4nPLRXv0VNv3VqRWja1q/7eOolaCeKXHOUJU1mGrzhkRyrN5L25qxpQ4H40S0Qs7uKXIrTjinVQtXjR+ay3WM2prjlqyx6WzRpezabkWyVa1/2Je/1qmwj1ypoFbruUBAHx5IGRccYy27d1Jv7NBJ1V1bNObG7uDM1Pe/VntZpstvo+v+s84bDXGVP99dofRUNPUPjASmxxxVZRWDcZoj1yODrqtOo6IpOEsXZdnYmcaNEtS6cy2tP+41Oe8ZVunMlQYDXODb6RFaAwVDa6B8empIXtx9ay8v7tTIDL/+KV843Kk2byXaGpGPnqWiIxazSoMoVDtaQk0G1lSG5qHbBVrctjvZrPv/fGu5PAUdofR6hyMTo60VSxuqNBmi3dyxOdpMpenjhtOV9FgPzMUm8zeYRhNfW9sZtznbDDIRwSxO4zmRod38Or0mzliWgCAr6Y/E+/eW+0ywFfbnURC6qm5TqVay8/znfVbvlUXIPfYXUeOauKcJjr1z7RGWffYTCH/Evfv22K9QNkPQQYAAFh16MsIq22j6ks6iwnv7+6MEmntVYgAAQDgQYeGaYAlwF9qtR7sCU3LI27FW1F/S531bJx07u4DSzY3JQAAwGpBLSNAUfqOPBd6SH6vtfd1mFgiYdjb0emPkP+NQ/PSbmvw/7NjwZHjUe9zrYHkH/Glmo8QAABgqSFkBCgKH7nCJ98/YpV6YbJV7b+eeeFCX98b54bHYgIRpzObLE2OA0ZW4QgTE1dGQ8tYWgAAgKWB4S8AAAAAoAB9GQEAAABAAUJGAAAAAFCAkBEAAAAAFCBkBAAAAAAFCBkBAAAAQAFCRgAAAABQgJARAAAAABQgZAQAAAAABQgZAQAAAEABQkYAAAAAUICQEQAAAAAUIGQEAAAAAAUIGQEAAABAAUJGAAAAAFCAkBEAAAAAFCBkBAAAAAAFCBkBAAAAQAFCRgAAAABQgJARAAAAABQgZAQAAAAABQgZAQAAAEABQkYAAAAAUICQEQAAAAAUIGQEAAAAAAUIGQEAAABAAUJGAAAAAFCAkBEAAAAAFCBkBAAAAAAFCBkBAAAAQAFCRgAAAABQgJARAAAAABQgZAQAAAAABQgZAQAAAEABQkYAAAAAUICQEQAAAAAUIGQEAAAAAAUIGQEAAABAAUJGAAAAAFCAkBEAAAAAFCBkBAAAAAAFCBkBAAAAQAFCRgAAAABQgJARAAAAABQgZAQAAAAABQgZAaB49xOxyGhUWO1i/6HjXQAAHTlJREFUACyPxEfh0ER8tUsBsLYgZASAYvH+fTu1uyr1W6p911e7LAALihxfz2yY/zoeXvhf+LO1ZTt3mZ7ZYu7ncyYQztdm5rnPjxso+NJbt9oFAIAHTeLD8JBUAfNBPLHKZYGvtFvD9u9WewUiItf4vTZd3oTsDuN2dfIPFbNgpolYJCDFfx8IefbvjY8bKozy+zs3QhG+iDKvvPuJ2O9C4eBo8ArXMt6SfyUBKEDICABFUhlf8lQFHR9wzb2Wp1e7MPAVFn3L4xX0Ol04EqHYJ3HSqfOlfLa1378377fzqQz7O0z/p/WDx1p692pzpmD3dAT3JP+IeJhdziILvrJ+16OVS+huWeWiwIMNISMAFIvRHR6KHV7tUsBX3K2A99Uw2zjkeKzRHInHE+JSZczoWgL/ieAKIBP6MgIAwANHjJw57iNtyytVT23VE1FIwGgVgOW1wiFjInS81vRcpWnXE+kdhzW7Ki3Nnf5IrgP+fjzU32rbvXPrhvXMhvVbv1tpc/SFsrsZ3+GjQ31tByrLv5PM9ju7TPsOdZ0PC/fnl2DMY3mu0vTcLk16z+XcicPt0rdbPFEiYazH/qJUjCfKD3gCH2Xe0YqzYf/pVltazppdlbbj/kh6aSMe6SvL+bjyn4Vnm/4DrwXaD1RqtyR/1wFP4Nr87jjJpTAb1tsvzX2VGGpMfd4eyZGzONFj+c565ju13olF380Lw205t8IBT+7dQPqniD/9p1mae4LXc/U0uh8PnT5kkfexJ8r3HfKO8IvocSfvBtnrRO5WP68rfe7EwoW6rRvWMxs8udYrkRD2H280fXeLUoF5f21WR/5c2SY+GvWfPGRJO2oszT05jpqi3IoFT6fyfKL8QE/0zuIyLEmOYQd599hCVxcRJa4Pe5trk5tAOup3mp6rbLtUYhQi7RvpBzIRiR/1WbesZzasLz8ezjyEbkUD8/eBrqHY/H0geTpa6JX508TZUW9zrXxW3LLTdKDVN5b1i2b9ltToDWHU21wtHWKaXY1dv51XhJw/KuNb+XC4E27ftZ7ZsH7ry4HM/e56n3nDembDFuuFxUV4s4FOd5Tqj1rLiH1sOxHR7/nS9/H7idhIj31fZeq3L8FZbpXF/fuSO8Zcu7mzPP8OkxwnVOufJaJEtP+Q+btbpLXRPhQTc+U8f2dI7aJSDvMIYz32ffIJf2nOSLAqxLv3VvA146tZqDC6Y1cTaekTk73WbTkTcta3ptKyHXctlKl77LO5PKcHzAuWwB2+nZ1tU/vrVWxmUr1r/PO5MnycP1/WOJdy3C19Zh6YUf6z8Gzl1+djx4xZ5SQiteHY+NyKTS6FiKh+MC5/ftNfP/dx26+zt93V9rLk15W9sUXuCcnfxemMhgr5pUkWXeccT2Sk/2zSW8/lWgvusYyUsyNyF3hWY6gwGnTyf3H1g6WWWd4NXOOZX41J52HnuELi2SEbm6e0dz+PnmnI+cOyF5d/P5+fbfr2nUeftcMs6shlj4xkbqblf4Vfz923rPTVdfdebMCS66ghSj8Si3xJ+8a8f5+SF5O9e8ffdRhylYDd0xH+TPHn5PtpeXct3cGhWHoBpIORdfvebsoaGKG2DEwt9KPyHw6Jf3frpBzeSk8/5a0kItIezTrGi3t9HjyiJtK2X70n3r0n/rubJSLWHS5wW2S9clwXWEfwdmGFkY64moHpZdjhF/FSuNpm7TDJLUja9qs3g4f1GUlNp6eyc56/VlO7qNn3cXpJpvy5z94Z13G8HoDX2mqYjrzWF0rd1t4abvurxjxTePC+fXXtvyvsLjDi9FzgCy6B03clu36np+3V4aw7orDr1Z5oIXkKo66fnCu4BAXLypY/f6D2tdFcd27x0Gu1bckKxcSttPvC/uHQLSIiuv6Or3/u49gn2RUAKlWq77j666qSiz2Pu398JPiu/IrOfB5708ISRdyng/N+RiJ4dLetnyfWaB+4GpfO43/6fHpyqH0vs2Fehrzv5cr2iNr0+tX4zGTw3ZHg+JQ4M9SmI76/1v4GvzSlLo4Y+bnTm69K+FJr5YE+ntSG5oHwrBzPJWYmAx4Lk7ebcdrpOPcdBWNq7PaPT04no43E7FXvfjVR2PVqX6zUn8Fsbeq6OCmt/NjpKiISrgu3S82tZHfvRInI/OZU8hSmeF1UWl2J4a46v0Bqy+nkrlVQtkWa9lv/ss4vkM45PnJUP2+87vU+63OekKA2HB2Mzkr79s3ooMPAknCptfono8nTnL4t/dwt/5aMa7MjFfOJV5yVB/p44qyd49PS77o9M9bZwBFFTlfnOBYEp/XFnsg2c/vlmcTde+KfZgJH9ERx/6t9oZKq25inHf1vmoni/pYj/mn5w+ipOtsIkc7d/WP9woOWFVw/13UiLlUxEhGpH3+WiIRE6b0ZmcdtnUNR6Rj8z14TEQkfxj9bTBEfXNHYG876k5nzEAXdpe0JYuR4nSX3XEW8b19d10QJecKqWa2QMe3m5k+fx95uSVYdMEzyRBIdSF5o2SqXdBa7ey9+dcAmnxTDrt5gKrhjKpu6Bq/GhJtzd66fTQUOy7nmnCghvVoiMTVkT1ahzZVgPq6+Nzx7T7x7b/pi8rwc6QzOVeszqr1u3+XJaSFZkXP7Zvh0svZipORJjwvOVhz1vSpNDJZ28ZNjBSKKe8/KYdjdO58SEVU0WCuIqM93iSciPuQPElF9gzVvSTjrm+Pt9UZDfcfYcfMShYwZGK76pReyPhXHOht740R616+G2vdq5fkx1jHsk1X2gZb0SqfEpU7nCFH9KV+zdq6EbJXrZx1aoqD7XO524eUk/q7zyPE8dxbiaFdTj0Ckcw4GXrdoN8k7HsNqTIcH7NkjkYV4QQGfriVwqsms07Ab5Q+YTVrriVNWIoqMRrMajAqjNnu6bZUaaeWrOU1puSxa4o/Svcy6AuKNAlfXR1EvEbFN9le0ClOvlGw6YKvKEy9SIvhPziCR9uhgwGnWbCIionUqTbU7cM6hJRJO9gRK2WQxn7tTIDK/edl7UM9Ki2TUuoO9wTfNlO9Y0DmC44P2cjVDROvUpmOn2suIBE8gx110Qbj9J3z71ST4W91+nogmOg+9GibSt//Moduo9M8LEUO/dAZJ2/73yRPRN1iOiOhGyUEeW93RdbBKIx2Dm1dh/87X4yL1ytcfID+15a3kNW6u5SGjit2Rc8IdX2+PQPq2izPi3XuJ97tNchH7wteK/2HXz3ncUvSpb7s4lfjTPfHuvcTHQ8npkMKdlxTmyIQ1ZW3VMuqOvZQ8oUaDXfKF1vqz/jbpLEakKrO0v+6Wo4T+0bB8KtPbL3bbqrWcau6cL4qJuNwbWt9UUfAZQOe2fC/HdUN3cCh4pkG7iYiIrWxpkdtw46Hf83KKzWbvgMNSrmFTRWBU2lcONqSKM79LZaEKzlb8bbBdCgnrT3WlLn6btFbnCblm5cIHH6bfI6qMZpOWiIIXRnmKBnpHichWbeaIiIjP2ZF8k95+ZiR4pkW3qaTfokzkh869Q8Tuf/HZuXY6MRz0CETsEbddpzCbWnikRyCy7zVlRrRlz5qISPjgxnSu/1Og5qqJiPhSZiDk/W5nhPSuYzlGX8qbjHW4DxdW43JfFImItj++ufiCbFJzxf9TPnE+SkSsVpOvPXfZiIlbRETcpgLuWQpcXeuIJSJBvLv40uU0PWz/Ya3ves54kSjxXvB0nMho+9vMr5jvNdgqiCgQjha/400M+yJE1GKr4TK+4Wqa7EQkvPNeZu2O2ffPbsO8Q1v77B4ioneu8UUXILk0y4leG0vC2SOus4GuH7VGSG0ZGEjdn5doosd5Mk41h19K5cN8XcUSUYD/ZHE5S2al/fspTQkH2peE2jIw4KpUExGzo8pSLX0Yp+KvYnJlBJHWc8pVyUmNJ8zmKpfHISUQfvMhvxQlhpWxWpPsOMs3ZExkZbS/1e2q0cjnzdlYsv6syVw+7/LA6IwmckaJiD5N3CaSv4z7922xXshazrYq++vdbU/nuCK7dq13zf/E0DzY5TRrcl29qyxV3NxfKq3OSP2jJI/RS30jCpHAubNvB38TDl1bwrF7BWUbuzYqv+uvVffnTHIj/hnRZvp0Wr6re6r8JS1FoyPD4aGEf4KIdZgrvi59F72zMl2/+448F3oo+Uf896OxjXqrZ8TdnN4jMxa9QkT0kuFZpbiKjwaIiALu6uhPM776giciCvBxoq3FFpLTGvQ0FPb9qJ5Tddt0XOF1UfzZI7YR0h49YS8fdWV9K2+y/YZCm+g+uREgojLVBsWUlODHgsHQe6FIagiFtAaWRCI2MUpEL+zglizLQvH8BSIi1cYCVlmBq2uHsanM6ZrwHHlN399axS2q9ivL7LDrh43eCOmc40PZ8SIRTcfCRESG7Tk6bXPbv090hcLXeaLcPTjzSXzCR4mo5qnt2YtktmtriC5E+U8SVJZ+an3q8axDg9OYiQLC/Xlng0DdFqaOiIjdYaz6Hw0Nr1h0C9w6bKpqP+cI/8Djf7nWT8TuP9Wxlyvqt2RJBN/ojJDWdcictlg1932iCwpTMxa6gFg0RERmLbfIjIrB7h0U967g8hZWc8I1t5k4y+A9S4kZyecKIoo6nmEcuZJciQtpF1FY49bOvIyjXS2H6H63a29GzJaj31wygXIEwDIkTt8Q7nNsAT80dKrZTmKX06JRumw8tPGRzI/uRLvqni95fGVeBWcr9fFa0DdVDxMR3b2fzK3sBVtFq+1KoPVHYYFIa3/BwFC0jGjlOpfwkSv8vA+E8PC/9Gl0T9m/l9rqojhBVFCUIJIgZTrKK6QsjqbuhCtQ6xobdu0edhX+b7MBlyNAbJPr7/XM9dHs7+VN9ucPFRgxCp98SET03x//5sLppoftP6z2LmMbvBSaG7Wa5emesAC5rdnMPVZA2gJXF6Nv+9Vg4kdHuk5Ua04svojz/b/EXOeZnAlEUfG4LeH+Te58sqB44dnG/5hI3ZunEa6N+q6N+rzv+v7vgCX/eZj5XpN9r8d6nogsHR7zYmumJ/o8vXHa4zA9KaZ3XWQ2EREtydSM/LV3iMhQtn3F9++1wlxt4JYmJ7lZYCFlTAH3wLBWrIG+jHc/j08NtemIhNGuut1tlzJaYeJ/zPhA/CL5QfqVI63fhtQ9UZga67TQtWFvS+UzB7ImesjoyyhMSX29Q6fqKo8OK7YD8bHA/A8SwaNyYKc7ODeOobBBjgsoJVvt61fzjHXqlttr/yuVljPUGIlIEOJERlu1lkit/jYREf0hviITIMzvWPPZTHigibvmb/vB8+2RrDmMCm4TyTV4Vn4t8DyxhWzUt12ejA522GqMBbfFiqF/avYLakunw7RwO/5/Lfhtmk+vh4iI1XALFoH3/ajaGyF2jzs4lT4+epG7YpppqQVAy618sx3/4SgV2mJY2OoiIqKtJovJqNtGlDaEf2ka3TUvdf3zgIWliLvWdp7PkUBqFs/nv4iIDGzx1WYL9fUUpebFQhr3v5AOuvm37alBsomPR1yVRILf+tOFzpn8+SOt56W3/laHn1dc6kISgZ+3Rojo0iE9+6h67rXF0ku0NFMz8rH/iBORlltsbeVX0AIBu+3tm7lPy1dbiqtCh1W1FvoyMqqtVdZGqcdd3DsRI0p1Zyaid0LzR0aLvw2ek96xTy3QS4lRcbqDB5uIiEg42zOce+T1XGLT3x2USiD0Rj9auLx3Rt95Q35rK9MQEYkfhHqlU5W56R/mxjHQNF/QkOp8ismW3Sp3WYz+6+iCC43fkH7epkc2EHEGi9y1udJiSG8aE1djTrKNau3e7m6PlijsOjuavAhxmv1ERMGI4rrkuBoioii/HDP6qjTVLV1vjURn5k52Y/kfEhYPetpOxqnS7arJe+HhnrQQEV16r7CdhI+G4qTYHHx91D9CRA3dZxyGrcsymkP8wwcBIqp+ilumwSL5RSPvCFRgi2Fhq4uIiIQLB6pb+iJ3LN73b8bkIfz9bd9fZGGTtlq8v3LrKO6v223Lnrrhse1GIqLQhzlOUNH3LhGVFLuw3HaWsrovSxIfhoeIyKhR3n4i//sAEZm3cTm/ZjYb21odREQLnDOn/a5X/QKp7W8OyJ0ac4bOhREjPe25e90kLWZqRnkZN6JDRGTWfntF9+9lGP6SZu7OZElO7IwqdRs812lBjBw/0p6ZUv34k/K7d0beK65P7n1xEQPgYbmsVsgofjG3M4iJCX9X7/x6O+YpQ6P0Lt7VsLd9LC4lT0z02Ro65YHU9Xq593Ok09zc6R+J8mm7mJjgQyc8PQuUIK1dRrwV9XedDiyQOJmxODvaXlffJZ+WGgw6FRHR7dvJozkcDPEiEd1PRM+3mv6yboE8lRWTLaevkoO/SKtlX2doOlXihPDRqP94nS1j4lyp5mCb0VxJRGR95QUu/dv79EV2eW6Fuw5UWpp7IoptDYugeuTr8z9Qa8uriCjaddKvMHhFra8wElHg532R1ZhlOp33uCdK+vZjDVz+NKzWaCKiic6uQi6iE+94rxCRWa9dsHLoVjxERKRSze9cwQ+dG1ZeRkFu37pBRKTlOOW0YvR0o+m5jHmASyWGg/8SJVLb9jyrXD9W4OoiIoqe6/ALRNafnbLuWJamSEbn6B+wsNLUYBnV56zWUElEo95/yZzcW7xyrnOCiHWYcg3IU7BD38ASUac3K0jlL3i9lHWLmNNswHuSiKpMf6EUs7KUu23xTrj9h9JQ8UHXfkt7XwtLcX9d1kooVDzQ7YySOnd91a8dRER/+FS5SX5hnwk8Uc6enQ8waRIiIqK+nrP8og9G1deTe0Tg/DvRBNH9eNBdXevOMfa5zOCQolWht9Hyqj8qJBd+J8FPBLzN1V05u9BMB2w7v6Zmv7Z1d2cUceNasloho8f0SOr+6WvqZ+qSXa/Utqel0c0q0ysdciuiMOzavUW1YT2zYb36mUa/HDBaum3G5KlUDPa2Wp9/RsM+qkrek6nYJ0yvJSdT1Jm0WefH9ue+lrqBU21+xnpa3t3Zg9onM9NS+/NyYtW3Kl3JnoWm0w6zdLPFclo5eo37X35CtWE98/Cj+rrOBWa3D9RtSZ+UP/vP9kiR2W57yX5YPo75C62mJ5Kr4pFHt+6stLr9CblhNx7/Q/q/cdaL98S797zV0sVSpZZOlEM3shbC+17e1dY/Gug9VH40sIiHqSwkca3P5R4lImvFXFjA1djtLJHgt1bVdo3xcix8XxQ+Gu6q60yvouOq7TaWKOKsfbHVF+GTbdliYjoa6G+1ZM00tqy0zhO2hUeGypss7q/bbTk5yqeCfCEWPFnX9bu0lImYt6M1SkT1+0wLt8k+9riZiOic72xU2uKJj4a79j2hqe1Zqs6Nn0qXVD4ukLwVvM2tuSeCmeixtfSFrvS5ane3jy3uxC/Ggz854pogdv8Je6VSYFf46iJKDPW0TRCxDotitovA7T0z6NQThV1/c8A378FRnOVQC0sUPV5rOTHKS7c69xPR863mhk6B1JbXGwwl1HYxRquziogCL9fZz0flPUuMh07Wmg4OE+ld//gSl/k/8U/TbwWFYVfDkQCR7pjbkie4FGdH23/aR0RsvT7XnBRi5KfNrgiRzn2iWc8QMRXu5EpoDRZ/2ymO9bReICprse7JtaUYhiWiiUX3Zrz1KU9ExH8qEEkH4+lDbUPL/ihCdu/gwlMo+/cuoqH8G2yyo0XyUpL/SUiFeLKsSX430qpn1zMPbzEfzzklMDHlDe5KedGhU3X6LcnL7jce1TxTa+8dzrm5ouebpSmZhbHWXDMlw6pZCw3TKWrDscH21Im7rKX/rQYuZ8Jt5q5/O2MusCvVtgbvL5oK7C3BlrsHj1UVcOlQG46N+15JlU77UmuOB0iw5W7XwcIWnFtR2TKGf7yc5xEp6eTRJHkwD/15vq8SidRp85PM/qWlcpZ/Z5fpuUrpVf6d9ervNvoF0h0caqtO2wgbja7/3WvdRnQ90Lb7CbV0s/Hw17burG47P39ulE1V7b9yG1gSxjptu55QPZy8J3niGcuBzvfur2BLE9vS3qw4Ejq1yfiAo1LDJm9Ltuw0O/ypvpuR4+sZdqf9AhHpXY1Z8wdl2GxuceqJ4v6Dz6gfXs9sWK/eWd12gefqHfaKxf8qIiJu27NERP21W5Nbwd57I/dlerNGn7xQ9UVKnkScKOJhHtliPhEmIuFs3byHTG6Q50lw7ZIfU1bc6iI+8EYfEZmcJUVmRWB0RwekSQptf3Ugvb6cqXAPvV7FUjz4WqXmG9K+Ld0Zqg3HBr2lji/mXukOHNQThb11z8iHzCNbTI4AT5z1rYG2HPNV9Vg2r9/63Ur5ga5bqtvH4rqDQ/1HtBlJ5fvb1P3ztobuvzNmZ8efP1B7PEqkd3W2JGdhZHTNJ1w6IqGn8UixnRp5/089ApH1Hxtyn8zlirTSp2aUbdXoiYj6LFuSB2NLz+Lr5VYZY7S+nvcRRyVQVTS4svqFc/UD3iPZaTnrmyNt5UXGu8zccyMKmh4BVsoKh4zM4/oGQ4XRsCN9B+J0FWbb0d7Af04Gj8y7ynI1vbGZEe/hhmR6tabcbOscmX5/0FaWllDniE+O+DpbrBV6bi5To6G+xTt4dXqy1/rkXOIN3LPWCqOhfF7vdk5nNDc6vBenJi7nnmOW08k5szuM5sZuqajpVyO2ZmDi1922PVK2ak15g2twcuKyw/jfiltBGYrLdqPGemZqenzAVS/35ZfX2NFe/9UZ3/ybVK3CcZg16oi0tl90m7cRbTN3ebKrKIq07hFO2grXw6Ero9JL2GS0Hu4NTN4c60yf0oiIiHmywfv+TPBMizW54dgdRuvh3uDHLRknLkbnCE5O+j1N5rSU5sZu/9WZ6SMr1s1abetxGAqZrmWjxnpmcvpyr70+Od6C1RjqW7yXZ+wZP4w12t8eyDld1HyM7ujF6ECLWX5SIqerb/FenomdaVJuoS2Mao97zGORSitthcDkGUvO+7dNVa6ephWfu5GICl1d4lifc4SIGqzV3PKXibOcGnTpiAS/9YeetL4TjLZ5aOL9wfZGs3zYshpDvdv/fub5sNjFmTrH5+1a2/Tmxu7gzJQ3a7JGKT23jYRro6EroyGeMdS7feMzGUfiBlXqxEJExOnMNs9g9N97zdltuNP+tjq/QKR7/dS8rbBR3/azDh2RcLauPvtB2/mJV3qcI0Rl7oZ8lcFy9/dFT82oqnL9usMiXXGkg/HipDd/j+QHBbd34Gr6zrBIjLbt4qTvcJWUG6drcA1Ohs9Ytj+UK/Emo+vyZOxid9rwQU5X0WDvHAhO3sw5JFH78pmuGo6IMx3utZYjZFxD/ky8e2+1y7Bmhds37HIREZFrvNTBtkUSztdurQus5BJhrbsvJu6IzEZV/kcIrmGzfsu36gJEtrdvduVsTyxExMPscpJzXDya+dzbJOlQNfs+HrSwD/LqWhXyNnKP5XkWyIMucnx9uZvMAzOLattdaAEeZpeTagam31rKmjyANQin1bXJqF6uJ6zAg2Ydo1quJ9ktMzEe9J4OEJGuI3f/syXGMOse5NUFALC2IWRcmx7J86RrgAeAcKm1vnv4w7GYQMSWt/T+YnFTr60jlqiAyVO2fxOVPAAAywYh49qyth4bBVCaOzdCY6Kupqllb4N1j1a1yNPM047puzmfNZaib7t7r21xC4Evt/c66k2pOR3/uiN4cFF3McKl1vqfJ2druHNjUSUDeHAgZASAJYY7H1hrhGujwrXkH99f9BDoOzdCV3I8BRTgyw3DXwAAAABAwZqalxEAAAAA1iKEjAAAAACgACEjAAAAAChAyAgAAAAAChAyAgAAAIAChIwAAAAAoAAhIwAAAAAoQMgIAAAAAAoQMgIAAACAAoSMAAAAAKAAISMAAAAAKEDICAAAAAAKEDICAAAAgAKEjAAAAACgACEjAAAAAChAyAgAAAAAChAyAgAAAIAChIwAAAAAoAAhIwAAAAAoQMgIAAAAAAr+P8G/79IKMJRgAAAAAElFTkSuQmCC)

Рисунок 3.1 – Алгоритм решета Эратосфена

Небольшое улучшение алгоритма поиска простых чисел, придуманное А. О. Л. Аткином и Д. Ю. Бернштайном, называется решетом Аткина. Скорость работы алгоритма соответствует скорости ранее известных алгоритмов просеивания, но требует меньше памяти и может работать на интервале. Хитрость алгоритма сводится к решению уравнений вида .

Все числа, равные (по модулю 60) 1, 13, 17, 29, 37, 41, 49 или 53, имеют остаток от деления на 4, равный 1. Эти числа являются простыми тогда и только тогда, когда количество решений уравнения 4x2 + y2 = n нечётно и само число не кратно никакому квадрату простого числа.

Числа, равные (по модулю 60) 7, 19, 31, или 43, имеют остаток от деления на 6, равный 1. Эти числа являются простыми тогда и только тогда, когда количество решений уравнения 3x2 + y2 = n нечётно и само число не кратно никакому квадрату простого.

Числа, равные (по модулю 60) 11, 23, 47, или 59, имеют остаток от деления на 12, равный 11. Эти числа являются простыми тогда и только тогда, когда количество решений уравнения 3x2 − y2 = n (для x > y) нечётно и само число n не кратно никакому квадрату простого.

Отдельный шаг алгоритма вычёркивает числа, кратные квадратам простых чисел. Так как ни одно из рассматриваемых чисел не делится на 2, 3, или 5, то, соответственно, они не делятся и на их квадраты. Поэтому проверка, что число не кратно квадрату простого числа, не включает 22, 32, и 52.

Для уменьшения требования к памяти, просеивание строится на некотором участке, равным примерно корню из верхней границы.

По оценке авторов алгоритм имеет асимптотическую сложность O(N / (log log N)) и требует O().

На рисунке 3.2 приводится график скорости работ блока нахождения простых чисел для факторной базы. Сравниваются алгоритм решета Эратосфена и решета Аткина.

Рисунок 3.2 – Время работы алгоритмов поиска факторной базы

**3.2 Отбор факторной базы**

Конечно, можно найти все простые числа до некоторой границы и использовать их для разложения всех гладких чисел, которые мы будем встречать в дальнейшем, но это не так эффективно. Мною был разработан алгоритм нахождения специальных простых чисел, которые будут давать нам прирост скорости при просеивании значений, полученных генерирующим полиномом.

**3.3 Символ Лежандра**

Символ Лежандра – функция, используемая в теории чисел. Является частным случаем символа Якоби. Определение его звучит примерно так: пусть а – целое число и p – простое число, отличное от 2. Символ Лежандра определяется следующим образом:

, если а делится на p.

, если а является квадратичным вычетом по модулю p (то есть существует такое целое x, что , но при этом а не делится на p.

, если а является квадратичным невычетом по модулю p.

Существуют различные способы нахождения символа Лежандра, я использую самый простой их них, так как встроенные функции работы с длинными числами в языке Python позволяют брать модуль и целить на очень большие числа. Однако существуют и другие более быстрые способы вычисления данного символа, рекурсивные, или с помощью разложения символа Якоби.

**3.4 Теорема Тоннели-Шенкса**

Теперь перейдем к реализации моего ускорения, используя символ Лежандра получаем только те простые числа, для которых существует решение уравнения, то есть они являются квадратичным вычетом нашему факторизируемому числу.

Входные данные: p – нечетное простое число, n – целое число, являющееся квадратичным вычетом по модулю p.

Результат работы алгоритма: вычет R, удовлетворяющий сравнению .

1. Выделим степени двойки из p – 1, то есть пусть p – 1 = 2SQ, где Q нечетно, S больше или равняется 1.
2. Выберем произвольный квадратичный невычет z, то есть символ Лежандра для него равен -1, положим .
3. Пусть также , , M = S.
4. Выполняем цикл:
   1. Если , то алгоритм возвращает R.
   2. В противном случае в цикле находим наименьшее i, 0 < i < M, такое что , с помощью итерирования возведем в квадрат.
   3. Пусть и положим , , , , возвращаемся к началу цикла.

После нахождения решения сравнения R второе решение сравнения находится как p – R.

Сам код алгоритма будет приведен в приложении. Нам необходимо просто получить корни уравнения, они пригодятся в дальнейшем при просеивании. Дело в том, что данные корни дают возможность не проверять лишний раз числа, которые не делятся на какое-либо число из факторной базы, работает это так. При просеивании генерирующий многочлен дает нам значения из ограниченной сетки, корни, полученные для каждого из простых чисел, позволяют перескакивать с числа, которое делится, к следующему такому числу, минуя все внутренние, которые не делятся на данное простое число. Данное улучшение дает существенный прирост скорости, так как плотность гладких чисел может быть довольно низка. Небольшая предобработка на всех простых числах позволяет пропускать сразу множество регионов, в которых просто не существует гладких чисел.

**3.5 Генерирующий полином**

Этап просеивания начинается с генерирующего полинома. В этом алгоритме он представляет собой полином второй степени, подставляя в него число, мы получаем возможно гладкое число, которое в дальнейшем требуется проверить.

Как правило генерирующий полином выглядит как , где m – корень из числа, которое требуется факторизовать, округленное вниз, а n – число, которое требуется факторизовать. Сразу видно недостаток данного полинома, чем дальше уходит число x в положительную или отрицательную сторону, тем более большими становятся числа и, следовательно, тяжелее найти в них те, которые являются гладкими на нашем множестве простых чисел. Как правило, результат генерирующего полинома ищется по модулю числа n, чтобы избежать очень больших чисел. Но нам может не хватить чисел, требуемых в дальнейшем для решения матрицы. В таком случае выбирается другой гиперпараметр B, ограничивающий факторную базу. Это влечет за собой последствия, гладкие числа будет найти гораздо проще, но их потребуется в разы больше. При маленькой плотности гладких чисел мы никогда не сможем найти необходимый минимум.

**3.6 Этап просеивания**

Второй этап алгоритма квадратичного решета – этап просеивания. Заключается в формировании интервала из чисел, сформированный с помощью генерирующего многочлена. Далее используя ускорение из теоремы Тоннели – Шенкса, мы находим смещения для каждого простого числа из факторной базы, и начинаем делить. Если какое-либо из чисел после процесса деления на все степени каждого числа из факторной базы окажется равным единице, тогда данное число оказалось гладким, и мы вносим его в отдельный массив гладких чисел. Моя реализация после просеивания участка сразу формирует матрицу гладких чисел с их разложениями. Так как каждый отдельный фрагмент интервала считается независимо от других, данный этап прекрасно можно распараллелить, в моем случае используя модуль мультипроцессинга, я выделяю рабочих по размеру доступных ядер, в моем случае 4 ядра. Фактически, данное улучшение дает существенный прирост в скорости просеивания.

Выше я упоминал, что нам потребуется иногда возвращаться к первому этапу, связано это с тем, что имея данные о плотности и скорости нахождения гладких чисел, мы сможем примерно оценить время, которое нам потребуется на нахождение минимального объема гладких чисел. В случае если данное время очень велико, нам следует вернутся к прошлому этапу формирования факторной базы и поменять гиперпараметр, в надежде получить лучшую оценку по времени.

В коде нет реализации возврата к первому пункту, однако все данные выводятся в консоль, и пользователь может сам оценить время и скорость работы. В случае, если время не устраивает пользователя, он в праве начать менять гиперпараметр.

На рисунке 3.3 приводится график скорости работы алгоритмов просеивания. Представлено как обычное линейное просеивание на 1 ядре процессора, а также просеивание с использованием всех доступных ядер.

Рисунок 3.3 – Скорость работы алгоритмов просеивания

**3.7 Составление матрицы**

Финальный третий этап работы алгоритма осуществляет формирование матрицы по модулю два разложения всех найденных гладких чисел. Каждая строка является вектором разложения найденного числа.

**3.8 Решение матрицы в конечном поле**

Решение матрицы сводится к нахождению линейно зависимых строк, путем прямого прохода алгоритмом Гаусса. Как только будет найдена совокупность чисел, которая дает полный квадрат (значения вектора будет состоять из нулей и только), алгоритм переходит к проверке полученного решения. Используя первичное разложение, формируется правая часть из критерия Ферма. Полученный вектор дает квадрат числа, чтобы получить его корень необходимо просто поделить все степени в разложении на два. Таким образом получено одно из чисел, дальнейшие операции над которым могут дать ответ факторизации.

Так как сложность алгоритма Гаусса стремится к кубу, каких-то возможных улучшений для данного этапа найти очень сложно. Изначально, решение матрицы выполнялось в среде Python, но было принято решение использовать отдельный написанный модуль на языке C++, который дал существенный прирост в скорости. Основным улучшением можно назвать использование битовых срезов. Идея такого улучшения выводится из того, что при решении матрицы, числа не превосходят единицу, таким образом, строки матрицы можно представить в виде битого представления других чисел. Нам больше не требуется суммировать каждое число отдельно, применяя битовые операции над элементами матрицы, которые мы представили как битовые маски, мы сокращаем количество операций в разы. Решение спорное, так как тратится время на перевод изначальной матрицы в другой формат, а после формирования ответа нам необходимо привести матрицу к изначальному формату.

На рисунке 3.4 приводится график скорости подходов к решению матрицы. Использование битовых срезов и организация кода на языке C++ дает потенциальный выигрыш в скорости работы.

Рисунок 3.4 – Время работы алгоритмов решения матрицы

**ЗАКЛЮЧЕНИЕ**

В данной выпускной квалификационной работе бакалавра были рассмотрены возможные улучшения алгоритма квадратичного решета. Сравнивая его с алгоритмом Полларда, мы получили субэкспотенциальный, не вероятностный алгоритм, который имеет простор для воображения и дальнейшего улучшения. На рисунке 4.1 представлен график, на котором явно показано улучшение по времени работы алгоритма.

Рисунок 4.1 – Итоговое время

Данная работа может являться отправной точкой для дальнейших исследований в области факторизации чисел. Работы в данной области ведутся очень активно по всему миру, неизвестно, получится ли найти пути ускорения существующих алгоритмов факторизации. В представленной реализации много, что можно сделать по-другому, написать весь код на более быстром языке программирования, например на языке C++, использовать более быстрые алгоритмы нахождения простых чисел, ускорить этап просеивания, путем распределенных вычислений или иным методом работы. Использовать Cuda ядра и перенести основные вычисления на видеокарты. Для ускорения решения матрицы в конечных полях существует алгоритм Видемана и прочие возможности для улучшения скорости работы алгоритма над разряженными матрицами.
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**ПРИЛОЖЕНИЕ**

Листинг файла index.py

if \_\_name\_\_ == "\_\_main\_\_":

from Factor import Factor

from time import time

import numpy as np

from data import n, B

from color import color

print("B "+color(B,"data"))

t = time()

res = Factor(n,B)

print(res)

Листинг файла Factor.py

from time import time

def Factor(n, B):

from color import color

from lib import GCD,Q

q = Q(n)

from Primes import Primes

primes = Primes(n,B,q)

from Suive import suive

t = time()

smooth\_numbers = suive(q,primes)

print("time:",color(round(time() - t,4),"time"))

print("Total number of smooth numberes:",color(len(smooth\_numbers),'data'))

print(color("All smooth numbers found",'strong')+'\n')

print('Start making matrix\n')

t = time()

from Matrix\_solver import Matrix\_solver

matrix = Matrix\_solver(primes.p)

for smooth in smooth\_numbers:

matrix.add(smooth[2])

print("Matrix builded in:",color(round(time() - t,4),"time"))

solve = matrix.solve(smooth\_numbers)

return solve

Листинг файла data.py

# N = number to be factorised

# n = 97 \* 13

# n = 104729 \* 103591 # ~10^11

n = 104729 \* 21732382677641

n = 999998727899999 \* 21732382677641 # ~10^29

n = 21732382677641 \* 523347633027360537213687137 # ~10^40

# n = 3331113965338635107 \* 523347633027360537213687137 # ~10^45

# n = 618970019642690137449562111 \* 523347633027360537213687137 # ~10^53

# n = 10848981839

step = 15000

B = 100000

B\_search = True

B\_save = False

B\_file = "primes.crypt"

Smooth\_search = True

Smooth\_search\_parallel = not Smooth\_search

Smooth\_save = False

Smooth\_file = "smooth.crypt"

Parallel\_max\_processes = 4

Verbose\_level = 1

Matrix\_solve = True

matrix\_save = False

Matrix\_file = "matrix.crypt"

Листинг файла gaus\_solve\_py.py

import ctypes

import pathlib

import numpy as np

from cfiles.numpyctypes import c\_ndarray

libname = pathlib.Path().absolute() / "gaus\_solve.so"

c\_lib = ctypes.CDLL(libname)

def gaus\_solve(input\_matrix):

ret = np.empty(input\_matrix.shape, dtype='uint8')

par1 = c\_ndarray(input\_matrix, dtype = 'uint8', ndim = 2)

par2 = c\_ndarray(ret, dtype = 'uint8', ndim = 2)

N = c\_lib.test(par1, par2)

return ret[:,:N]

Листинг файла gaus\_solve.cpp

#include <iostream>

#include <vector>

#include <unordered\_set>

#include "cfiles/ndarray.h"

class cBiteMatrix {

class column;

public:

cBiteMatrix(int i, bool diag = false): n(i), m(i) {

data.resize(n, column(m));

if(diag) {

for(int i = 0; i < n; i++) {

data[i].put(1, i);}}}

cBiteMatrix(Ndarray<unsigned char,2>& from): n(from.getShape(1)), m(from.getShape(0)) {

data.resize(n, column(m));

for(int i = 0; i < n; i++) {

for(int j = 0; j < m; j++) {

data[i].put(from[j][i], j);}}}

void addCollumnToAnother(int i, int k) {

data[k] ^= data[i];}

column& operator[](int i) {

return data[i];}

private:

class column {

public:

std::vector<unsigned long long> data;

column(int i){

if(i % 64) {

data.resize(i / 64 + 1, 0);

} else {

data.resize(i / 64, 0);}}

int operator[](int i) {

return (data[i / 64] & (1ull << (i % 64))) ? 1 : 0;}

void operator^=(const column& from) {

for(int i = 0; i < data.size(); i++ ) {

data[i] ^= from.data[i];}}

void put(int a, int i) {

if (a % 2) {

data[i / 64] |= (1ull << (i % 64));

} else {

unsigned long long mask = 1ull << (i % 64);

mask = ~mask;

data[i / 64] &= mask;}}

bool isZeroRow() {

for(int i = 0; i < data.size(); i++) {

if (data[i] != 0) {

return false;}}

return true;}

int findFirstOne(std::unordered\_set<int>& banned\_columns) {

int i = 0;

while(i < data.size()) {

while(i < data.size()) {

if (data[i] == 0) {

i++;}else {break;}}

if (i == data.size()) {

return -1;} else {

for(int k = 0; k < 64; k++) {

if(data[i] & (1ull << k)) {

if (banned\_columns.find(i \* 64 + k) == banned\_columns.end())

return i \* 64 + k;}}}i++;}return -1;}};

int n;

int m;

std::vector<column> data;};

extern "C" int test(numpyArray<unsigned char> A, numpyArray<unsigned char> B) {

Ndarray<unsigned char,2> matrix\_from(A);

Ndarray<unsigned char,2> ret\_matrix(B);

std::cout << "deliting zero rows\n";

int N\_old = matrix\_from.getShape(0);

cBiteMatrix nonCutMatrix(N\_old);

int N = 0;

bool del;

for(int i = 0; i < N\_old; i++) {

del = true;

for(int j = 0; j < N\_old; j++) {

if(matrix\_from[i][j] % 2 > 0){

del = false;

break;}}

if(!del) {

for(int j = 0; j < N\_old; j++) {

nonCutMatrix[j].put(matrix\_from[i][j], N);}N++;}}

cBiteMatrix matrix(N);

for(int k = 0; k < N; k++) {

for(int i = 0; i < matrix[k].data.size(); i++) {

matrix[k].data[i] = nonCutMatrix[k].data[i];

// std::cout << matrix[k][i] << "rows were deleted\n";}}

std::cout << N\_old - N << "rows were deleted\n";

std::cout << "making lineal columns support matrix\n";

cBiteMatrix lineal\_cols(N, true);

std::unordered\_set<int> banned\_columns;

std::cout << "start solving\n";

int x;

for(int i = 0; i < N - 1; i++) {

std::cout << "progress: " << (((float)i / N) \* 100) << "\t % \r";

x = matrix[i].findFirstOne(banned\_columns);

banned\_columns.insert(x);

if(x >= 0) {

for(int j = i + 1; j < N; j++) {

if(matrix[j][x] == 1 && i != j) {

matrix.addCollumnToAnother(i, j);

lineal\_cols.addCollumnToAnother(i, j);}}}}

std::cout << "\n\nPreparing ansver\n";

int z = 0;

for(int i = 0; i < N; i++) {

std::cout << "progress: " << (((float)i / N) \* 100) << "\t % \r";

if(matrix[i].isZeroRow()) {

for(int k = 0; k < N; k++) {

ret\_matrix[k][z] = lineal\_cols[i][k];}z++;}}

std::cout << "\n\nPreparing ansver\n"; return z;}

Листинг файла lib.py

import decimal,copy

from color import color

from math import log10

from time import time

import numpy as np

from debug\_info import smooth\_region\_output

def GCD(m,n):

mult = 1

if m > n:

m = m % n

elif n > m:

n = n % m

while True:

if m == 0 or n == 0 or m == n:

return mult\*max(n,m)

if m == 1 or n == 1:

return mult

mm2 = m % 2

nm2 = n % 2

if mm2 == 0 and nm2 == 0:

mult \*= 2

m = m//2

n = n//2

elif mm2 == 0 and nm2 != 0:

m = m//2

elif mm2 != 0 and nm2 == 0:

n = n//2

elif mm2 != 0 and nm2 != 0:

if n > m:

piv = (n-m)//2

n = m

m = piv

elif n < m:

m = (m-n)//2

def eratosthenes(n):

numbers = list(range(2, n + 1))

for number in numbers:

if number != 0:

for candidate in range(2 \* number, n+1, number):

numbers[candidate-2] = 0

return list(filter(lambda x: x != 0, numbers))

class Q:

def \_\_init\_\_(self,n):

self.n = n

self.m = int(decimal.Decimal(n).sqrt() + 1)

def \_\_call\_\_(self,x):

return (x + self.m)\*\*2 - self.n

def legendre(a, p):

return pow(a, (p - 1) // 2, p)

def tonelli(n, p):

assert legendre(n, p) == 1, "not a square (mod p)"

q = p - 1

s = 0

while q % 2 == 0:

q //= 2

s += 1

if s == 1:

return pow(n, (p + 1) // 4, p)

z = 2

for z in range(2, p):

if p - 1 == legendre(z, p):

break

c = pow(z, q, p)

r = pow(n, (q + 1) // 2, p)

t = pow(n, q, p)

m = s

t2 = 0

while (t - 1) % p != 0:

t2 = (t \* t) % p

for i in range(1, m):

if (t2 - 1) % p == 0:

break

t2 = (t2 \* t2) % p

b = pow(c, 1 << (m - i - 1), p)

r = (r \* b) % p

c = (b \* b) % p

t = (t \* c) % p

m = i

return r

def smooth\_region(L1, L2, q, primes):

t = time()

res0 = list(range(L1, L2))

res1 = np.array([q(x) for x in range(L1, L2)])

res2 = np.zeros((len(res0), len(primes)), dtype="int8")

table\_creation\_time = time() - t

t = time()

primes\_skipped = 0

s = [[] for \_ in range(len(primes.r))]

for smooth\_idx, prime in enumerate(primes):

for r in primes.r[smooth\_idx]:

k = L1 // prime

while r + k\*prime >= L1:

k -= 1

k+=1

if r + k\*prime >= L2:

primes\_skipped += 1

s[smooth\_idx].append(r + k\*prime)

s\_search\_time = time() - t

t = time()

for prime\_idx, prime in enumerate(primes):

for s\_i in s[prime\_idx]:

if s\_i < L2:

res2[s\_i - L1::prime, prime\_idx] += 1

res1[s\_i - L1::prime] //= prime

for smooth\_idx in range(s\_i, L2, prime):

x = smooth\_idx - L1

while res1[x] % prime == 0:

res1[x] //= prime

res2[x, prime\_idx] += 1

prime\_div\_time = time() - t

t = time()

ans = []

for smooth\_idx, qx in enumerate(res1):

if abs(qx) == 1:

ans.append([res0[smooth\_idx],q(res0[smooth\_idx]),np.copy(res2[smooth\_idx])])

answer\_fill\_time = time() - t

smooth\_region\_output(table\_creation\_time, s\_search\_time, prime\_div\_time,

answer\_fill\_time, ans, L1, L2, primes\_skipped, primes)

return ans

def get\_region(idx, step):

sign = (idx % 2) \* (-1)

if sign == 0:

return [idx \* step, (idx + 1) \* step]

else:

return [- (idx) \* step, - (idx - 1) \* step]

Листинг файла Matrix\_solver.py

import copy

from time import time

import numpy as np

from color import color

from data import n

from lib import GCD

from gaus\_solve\_py import gaus\_solve

import decimal

class Matrix\_solver:

def \_\_init\_\_(self, primes):

self.matrix = []

self.primes = primes

self.gaus = []

self.num\_smooth\_numbers = 0

self.matrix = np.zeros((len(primes), len(primes)), dtype='uint8')

def add(self, smooth\_number):

if(self.num\_smooth\_numbers == len(self.primes)):

return False

self.matrix[:,self.num\_smooth\_numbers] = smooth\_number

self.num\_smooth\_numbers += 1

def solve(self,smooth\_numbers):

t = time()

ans = [None,None]

lineal\_rows = gaus\_solve(self.matrix)

print("\ndone solving matrix in",color(round(time() - t,4),'time'))

t = time()

for zero\_column in range(len(lineal\_rows[0])):

t1 = time()

print("\nfind",color("posible",'data'),"ans")

b = []

for i in range(len(lineal\_rows)):

if lineal\_rows[i][zero\_column]:

b.append(i)

print("\nseg1",color(round(time() - t1,4),'time'))

t1 = time()

left = 1

right = []

for i in b:

left \*= int(decimal.Decimal(n).sqrt() + 1) + smooth\_numbers[i][0]

right.append(smooth\_numbers[i][2])

true\_right = int(1)

right\_piv = np.zeros(len(self.primes), int)

print("\nseg2",color(round(time() - t1,4),'time'))

t1 = time()

print(len(right), right[0][0])

for r in right:

right\_piv += r

print("\nseg3",color(round(time() - t1,4),'time'))

t1 = time()

for j in range(len(right\_piv)):

right\_piv[j] //= 2

print("\nseg4",color(round(time() - t1,4),'time'))

t1 = time()

for j in range(len(right\_piv)):

true\_right \*= pow(self.primes[j], int(right\_piv[j]))

print("\nseg5",color(round(time() - t1,4),'time'))

t1 = time()

gcd = min(GCD(abs(int(left+true\_right)), n), GCD(abs(int(left-true\_right)), n))

if gcd > 1 and n // gcd \* gcd == n:

print("\nseg6",color(round(time() - t1,4),'time'))

print(color("Solve Done",'strong'))

ans = [gcd, n//gcd]

break

else:

print("\nseg6",color(round(time() - t1,4),'time'))

print("guess was",color('wrong', 'strong'),"keep search!\n")

print("\ndone searching ans's",color(round(time() - t,4),'time'))

return ans

Листинг файла Primes.py

from lib import eratosthenes,Q,tonelli,legendre

from time import time

import numpy as np

import pickle

from data import B\_search, B\_file, B\_save

from color import color

class Primes:

def \_\_init\_\_(self, n, B, q):

if B\_search:

primes = eratosthenes(B)

self.p = []

self.r = []

q = Q(n)

t = time()

if legendre(n%primes[0], primes[0]) == 1:

tr = tonelli(n,primes[0])

r = [(tr - q.m) % primes[0]]

self.p.append(primes[0])

self.r.append(r)

for i in range(1,len(primes)):

print("\r"+color(round(float(i)/float(len(primes))\*100,2),"%"),end="")

if legendre(n%primes[i], primes[i]) == 1:

tr = tonelli(n,primes[i])

r = [(tr - q.m) % primes[i],(primes[i] - tr - q.m) % primes[i]]

self.p.append(primes[i])

self.r.append(r)

print("\nprimes done in time: "+color(round(time() - t,4),"time"))

print("primes len",color(len(self.p),"data"))

if B\_save:

t = time()

data = [B, n, self.p, self.r]

with open(B\_file, 'wb') as f:

pickle.dump(data, f)

print("\nprimes saved in time: "+color(round(time() - t,4),"time"),"in file: "+str(B\_file))

else:

t = time()

data = []

with open(B\_file, 'rb') as f:

data = pickle.load(f)

if data[0] != B:

print(color("Primes::Error: wrong B!","strong"))

exit()

if data[1] != n:

print(color("Primes::Error: wrong n!","strong"))

exit()

self.p = data[2]

self.r = data[3]

print(color("primes upload in time:","strong")+color(round(time() - t,4),"time"),"from file: "+str(B\_file))

print("primes len",color(len(self.p),"data"))

def \_\_getitem\_\_(self,i):

return self.p[i]

def \_\_len\_\_(self):

return len(self.p)

Листинг файла Suive.py

from data import Smooth\_search, Smooth\_file, Smooth\_save

from data import n, B, step

from data import Smooth\_search\_parallel

from color import color

from lib import smooth\_region

from debug\_info import suive\_output

import multiprocessing as mp

from lib import get\_region

from ctypes import c\_bool

from data import Parallel\_max\_processes as MAX\_PROCESSES

def worker\_task(region\_idx, stop\_working, answer\_queue, primes, q):

while True:

with region\_idx.get\_lock():

local\_region\_idx = region\_idx.value

region\_idx.value += 1

if stop\_working.value:

break

region = get\_region(local\_region\_idx, step)

answer = smooth\_region(\*region, q, primes)

answer\_queue.put(answer)

def suive(q, primes):

if Smooth\_search\_parallel:

mp.set\_start\_method('spawn')

MAX\_SMOOTH\_QTY = len(primes)

print("MAX\_SMOOTH\_QTY:", MAX\_SMOOTH\_QTY)

answer\_queue = mp.Queue()

workers = []

region\_idx = mp.Value('i', 0)

stop\_workers = mp.Value(c\_bool, False)

for worker\_id in range(MAX\_PROCESSES):

workers.append(mp.Process(

target=worker\_task,

args=(region\_idx, stop\_workers, answer\_queue, primes, q)

))

for worker in workers:

worker.start()

smooth\_numbers = []

while len(smooth\_numbers) < MAX\_SMOOTH\_QTY:

smooth\_numbers.extend(answer\_queue.get())

suive\_output(smooth\_numbers, primes)

else:

print()

stop\_workers.value = True

for idx, worker in enumerate(workers):

worker.kill()

return smooth\_numbers

elif Smooth\_search:

print("step:",color(step,"data"))

k = 1

smooth\_numbers = []

while q((k-1)\*step) < n:

ans = smooth\_region((k-1)\*step,k\*step,q,primes)

for i in range(len(ans)):

smooth\_numbers.append(ans[i])

ans = smooth\_region(-k\*step,-(k-1)\*step,q,primes)

for i in range(len(ans)):

smooth\_numbers.append(ans[i])

k+=1

print("\rTotal number of smooth numbers:",color(len(smooth\_numbers),'data'))

if len(smooth\_numbers) > len(primes):

if Smooth\_save:

t = time()

data = [B, n, smooth\_numbers]

with open(Smooth\_file, 'wb') as f:

pickle.dump(data, f)

print("\nsmooth numbers saved in time: "+color(round(time() - t,4),"time"),"in file: "+str(Smooth\_file))

return smooth\_numbers

else:

t = time()

data = []

smooth\_numbers = []

with open(Smooth\_file, 'rb') as f:

data = pickle.load(f)

if data[0] != B:

print(color("Suive::Error: wrong B!","strong"))

exit()

if data[1] != n:

print(color("Suive::Error: wrong n!","strong"))

exit()

smooth\_numbers = data[2]

print(color("smooth upload in time:","strong")+color(round(time() - t,4),"time"),"from file: "+str(Smooth\_file))

print("smooth len",color(len(smooth\_numbers),"data"))

return smooth\_numbers